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This book describes the following tapes:-

9C5 FORTRAN COFPIIER, 1/1/74, Binzry Mode 3;
- 905 FORTRAN L.IBRARY VOI 1, 1/1/74, Intermediate Fode 3;
905 FCRTHaY LIBRARY VOL 2, 1/1/74, Intermediate Mode 3.

These tapes enable FORTRAN programs to be run on a
905 cr 920C compuier with at least 16K store.
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PREFACE

The.information contained within this publication describes the FORTRAN
language applicable to 905 series 18-bit machines and termed '905 FORTRAN;
the origin of the word FORTRAN is derived from the words FORmulae
TRANslations. 905 FORTRAN contains rnost of the features of full standard

ASA TORTRAN, see Appendix 2,

905 FORTRAN can be used on any 905 Series 18.bit machine which includes
teleprinter, punch and reader facilities and has a minimum store size of 16K,

FORTRAN prograrns must only be written and/or punched in characters which
are contained in the 900 series internal character code, see Chapter 1,

As with all other languages {e.g. English, Mathematics and the programming
languages COBOL, USERCODE etc.) rules are applicable to the use of 905
FORTRAN. These rules are termed the *syntax® of the language. The
meanings given to elements of the language are termed the *semanticst of

the language. Elements of the language take the form of characters usad
singly or in various combinations to form statements, the uses of which

are governed by the syntax of the language.’

Although a prdgramn‘:er may prepare a program which is syntactically
perfect, the semantics of that program may not necessarily fulfil the purpose
of that program. It is therefore essential that programmers understand fully
the implication of both the syntax and the semantics of the language and of a
program written in that language. _ -

Page 1 & 2
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C_HAPTER 1: THE CHARACTER SET

As all elements consist of characters used either singly or in combination,
characters are the first items to be detailed.

FORTRAN character set consists of the following characters?

The standard
A, B, C, D, E F, G H LI XK L M, N, ¢ P, O,R, 5 T, U, v, W,
¥, Y, 2,0,1,2, 3, 4,5, 6, 7. 8, 9, and:

Character Name of Characieor

Blank {space in paper tape code)

= ‘ Eguals

+ Plus ’ ’
- Min{;_s

o Asterisk

/ Slash

{ Left Parenthesis

) Right Parenthesis

» Comma

- ' - Decimal Point

v ’ Currency Symbol

Standard FORTRAN programsmustbe written using the above characters.
Other.characters, which are not part of the standard character set, ray

warned that use of other characters may restrict compatability with other
FORTRAN implementations. ' ‘

given in the table at the end of this chapter. It is based cn the B
Standard variant of the International Standards Organisation (ISO
The following characters have special significance:

Space . This is the character referred to as "blank! in the FORT
. standard, in accordance with punched card convention
Except wheve explicitly stated, space is not a
characte and may be used freely to improve the appearance
of programs.

Newline {Line feed on some teleprinters)
" Newline normally indicates the beginning ¢f a new recor
line. Within a program, lincs may be up 1o 72 chs

ignoring null (paper tape blank), carriage roturn and erase,
Newline may not be included in a Hollerith string or constan




NOTI:: The codes for CARRIAGE RETURN, ERASE and RUNOUT,
' though they may appear in a FORTRAN data or program tape,
are ignored when recad by the compiler.

The character for HALTCODE is used to halt the machine at the end of a
tape. If a program comprises miore than one tape, each tape must be
terminated with a HALTCODIZ. This termination of tape makes possible
the reading in of consecutive tapes.  Each HALTCODE must follow a new
line,
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CHAPTER 2 :  ELEMENTS OF THE 905 FORTRAN LANGUAGE

This chapter defines the elements {rom which 905 FORTRAN statements
are composed. They are: :

a) Constants
b} Variables
¢}  Identifiers
~d) Operators
e) Expressions -
f} Functions

2.1 Constants«Definition

A constant is a value which remains uncharged throughout its use; it can
be used in one or more statements. For example, in the statements:
x=a+t+3

Y:b+4

x,a,y and b can vary {i.e. are variables)

+3 and +4 remain unchanged {i.e. are constants).

Constants can be of various types, i.e.

Integer constant

Real :constant

Doubie precision constant
Complex constant
Logical constant

}ibilerith constant

For many straightforward programs it is sufficient to use integer and

real constants only; programmers unfamiliar with FORTRAN should avoid
the use of other typesuntilmore experience isobtained intheuse of FORTRAN,

" If the value of an integer, real or double precision constant is positive,

the inclusicn of a plus sign preceding the constant is opticnal; if the value
represented is negative, a minus sign must precede the constant. An
unsigned vaive is assumed to be positive, : '

'« S . Page 13




2.2 Integer Constants

 These constants consist of whole numbers (intcgers) and sre written os a

cet of digits either optionally preceded by a plus sign, or preceded by a
minus sign. :

An integer constant can take any integer value in the rary i
- 131071< constant& 131071

Examples of valid integer constants are:
0

+9387 :

=2001

6

Examples of invalid integer constants are:

12.78 - contains a fractional part and is therefore a real constant
~10,000 = contains invalid character i.e. comma
16748932 ocutside the value range for an integer constant

2o 3 Real Constants

" A real constant can take any (real} value in the range:

~1019.L constant <-‘1019 (including zero)

1

Real is used in this instance in its mathematiczal sense of any numerical
value not containing an imaginary part. ‘

A real constant may be written in one of the forms which follows:

a) A set of digits containing a decimal point . g,
2.5 . 05 123.
b) A set of digits which can contain an optional decimal point,

followed by a capital letter E and an opti ionzally signed. integer .
of one or two digits length., E.g.

Z.5E1 36E~15 L03E+12

NOTE: In either form the signing of a real constant is cptional.

The integer aiter the character E represents a power of 10 multwlylng
the number that precedes the E. In the examples ziven the values
represented are!

z.5%100  36%10°1° 12 : '

03“'10

S o ’ ‘ : . Page 14




Examples of valid real constants ares
0.0 |

-2000. 0

+2.34 ,

5. 0E+6 (5%10%)

-7.E~12 {m"?‘(}:}:lg“lz}

Examples of invalid real conetants are:

12,345.6 - commia is an invalid character

+234 - no decimal point and is therefore an integer constant
5.86E2.5 - exponent not an integer

1,6E+81 - value toc large for the range of real constant values
2.4 Cther Types of Constants

2,4.1 Double Precision Counstants

it is necessary to use a higher precision than that
for real values. This means that a greater
igits are necessary to provide for that higher
igher precision values in FORTRAN are termed

1

'ucs, They are real in the mathematical sense but
ey

For some calcu
used withi
number of gignifi
precision. The
'double precisio:
gccupy more space in the computer store. Double precision constants
can take any value in the range:

A double precision constant is wriffen as a string of digits optionally
:d followad by the capital letter I and a

integer; if not signed, a positive value

containing

optionally sisned onc or two

1;.) uSSLrl-lCL...

Examples of double pracision constanis and the velues they represent ave:

1.234567890D~2 0.012345674200

] . RIaTaY; SR
~12D0 =12, CLGOCG0S

nes in the mathematical sense;
ary part. In FORTRAN either~-ora

.
both the rasl and DMATINLTY parig rnny be moaro, | ’ .




i

.L" k=)
constant (representing the imaginary part), right parenthesis.

yrrenthe

DY Jdex constant is written in the form:

A e

ig, real consiant (ra—:-.!aresenting the real part}, a comma,

The real constants may b2 optionzlly signed; if unsigned, a positive value
1s assumed. They mav take any of the forms and values for rcal constants
described in Section 3. -

Examples of complex constants and the values they represent (j=/ ~1) are:

(- 1

-~

U

» T3y -1.0+.3j

(25-5,5.6789)  0.0000245.6789]

»

(+6. 7, -2154) 6.7-20000, 0j
(O.G,mé.) -6, 03
(2.?,0.0) : 2.7

2.4.3 Logical Constants

and

o
o

type variables (
r

the

are used in conjunction with FORTRAN logical
ection 2. 5.8), There are two logical constants permissible
£ lean values true and false, They are written:

. TRUE..

LFALSE

i. e, the name of the value preceded and followed by a decimal point

Z.4,4

code,
compatibility, only those characters in the standard FORTRAN character

Hotlerith Constants

‘A Hollerith constant represents a string of characters which may include
any characters having representation in the 900 Series internal character

with the exception of newline {see Chapter 1}. For standard FORTRAN

. set should be used..

" - 3 .

Hollerith constants are written in the form, unsigned infeger (positive},

capital letter H and a string of characters. The number of characters in

IHX
28HTHIS IS A HOLLERITH CONSTANT -

14H#%3oF (=), +END/

a string, counting spaces (t)lanks) as significant, must be egual to the
integer value before the character H. -

Examples of Hollerith constants are:

The only positions in whichk a Hollerith constant may appear in a FORTRAN
program are: ' '

- . page 16




a) In the argument list of a CALL statement,
b}- Ina DATA INITIALISATION statement.

NOT E: Although a Hollerith string may appear in a FORMAT statement,
in the same form as a Hollerith constant, in this use it is not
strictly a Hollerith constant, )

Hollerith constants are represented in the 900 Series store by bebit
characters in 900 Series internal code., They are packed 3 to an 18~bit
word and ieft justified; i, e. the first character is in the most significant
bits of a word and zeros {spaces) are used to pad any remaining bits of
the word. '

The maximum number of characters that can be stored in a variable by
a DATA statement contazining a Hollerith constant will depend on the type
of variahle: )

One word integers 3 characters

Two word integers 6 characters ;
Real variables : ' | 6 characters

Double precision variabl‘es 12 characters

Complex variables ) 12 characters

NOTE: Programmers must-be careful when transferring programs

containing Hollerith constants between different types of
machine. Programmers are advised not to use Hollerith
constants unless they are essential to their program. The
inexperienced FORTRAN programmer should avoid their use
altogether.

2.5 Variableg

2.5.1 Definition

"Wariable! is the term given to the identifier of a value and the location in 7
which that value is stored. This value may change according to the use
of a variable in either:

a) A specific program or subprogram, or

b) - A number of programs, subprograms to which it is COMMON
(see Section 4.2)

The location in which this value is held can be similarly either:
a)  Unique to a specific program, sub-program, or

b) Commeon to a number of programs, sub-programs.
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Variables {(including subscripted variables) can be of the following types:
Integer
Real
;
Double precision
;
Complex
chi}‘.al
i :
Forimany pregrams only integer and real variables need be used. The
inexperienced FORTRAN programmer is advised to leave the consideration
I . - -
of ?zher types until the language is thoroughly understood.
H " -
r

2.5,2. Uses of Variables

a) As common variables - * When COMMON to a simber of
’ programs, sub-programs, In this
instance their identifiers will be
declared in a COMMON statement
within a2 FORTRAN program.

b} As local variables - ¥hen used in a specific FORTRAN
program or sub-program.

c) As formal parameters - When specified in the argument list of
a FORTRAN 'FUNCTION' or
NSUBROUTINE' statement; the variable
is regarded as a formal parameter
(argument) within that function or
subroutine.

In any of the above nses the variable name may be subscripted if its identifier
has been declared as an array name by means of a specification statement
(see Chapter 4). '

2.5.3 Identifiers

An identifier is a name given by the programmer fo an entity within a
FORTRAN program. An identifier may be the name of:

A variable
An array (see Chapter 4)
A FUNCTION or SUBROUTINE program unit (see Chapter 6)

A COMMON block (see Chapter 4).

Wifhin a unit of FORTRAN program an identifier can be used to name one
entity of one of the types listed.
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If an identifier is not explicitly declared to be one of the types stated, it
is assumed by the compiler to be a real or integer variable (An identifier
is explicitly declared by writing it in a SPECIFICATION, FUNCTION, or
SUBROUTINE statement). - '

An identifier must conform to the following rules:

a) It mnust be a string of letters or letters and digits (not including
spaces), the first character of which must always be a letter.

b) It may contain irom . one to six characters, but must not exceed six
characters
c) If the first character of an identifier is Q, the second character

must be U, unless it is an identifier defined in a standard scftware
manuzal, Strictly this rule only applies to the names of COMMON
blecks, SUBROUTINES and FUNCTIONS, and to identifiers of the
general form On, where nis a set of digits. This rule prevents
cenfusion with machine code and software global identifiers.

d) if the identifier is the name of an integer variable, array, or
FUNCTION, it must commence with one of the letters:

LJ, B, L,M, or N

an exception to this rule is the identifier included in a TYPE
statement {sce Chapter 4).

e) For real variables, arrays and FUNCTIONs, the first letter of an
identifier can (with the exception of identifiers included in TYPE
staternents) be any letter other than:

L3, ¥, L, M, or N,

An identifier oceurring in a FORTRAN progranﬁ unit which does not appear
in 2 gpecification statement {see Chapter 4), or as 2 SUBROUTINE or
FUNCTION name, is assumed to be a real or integer variable of the type
immplied by the first letter, f

These rules for identifiers must be observed at all times; of particular
importance is the distinguishing between real and integer variable
identifiers. In some instancesaviclationofthese rules willcausethe PORTRAN
cornpiler to. output an error messages but as all errors cannot be covered,
the possibility of a program giving incorrect results is present. For this
reason many programmers will consider it advisable to explicitly declare

~ell identifiers by means of Type statements. (Use of a Type statement

meay override the implicit type given by the first letter, see Ghapte!:x‘ 4}.

Frorm the preceding paragraphs the need for accuracy in assigning
identifiers is evident and this need cannot be over stressed.

-4
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Examples of acceptable integer variable identifiers are:
I | |

KLM

MATRIX

1,123

Examples of incorrect integer variable identifiers are:

ABC (incorrect first letter uniess an explicitly declared integer)
5h (does not begin with a letter)
7378 {incorrect character viz. dollar sign)

INTEGER (too many characters)
J34.5 (incorrect character viz. decimal point)

JOB-STEP (incorrect character viz. hyphen, and toc many characters)

Examples of acceptable real variable identifiers are:

AVAR' : o e o s - | |

FRONT
¥009

QuUlIz

Examples of incorrect real identifiers are:

.

QA1234 (letter following Q not U)
SERVICE (too many characters)

8BOX {first character not a letter)

*BCD {invalid character viz. asterisk)

KI.J1 (invalid first character unless explicitly declared real)
A+B (invalid character viz. +)

2.5.4 Integer or Fixed point Variables

hese may take any integer value (including zero) in the range!

ra - -
~1310724value%k 131071 Co
If this range is exceeded, overflow occurs; however this error is not
detected, except on real to integer conversion.

Integeér variables occupy one 18-bit word in the 905 store. However, the
FORTRAN standard specifies that an integer variable takes the same number
of logical storage units as a veal variable. Therefore two words are
reserved for each integer value, unless the option bit to select single word
packed integersisused (see Chapter 9). This optionwill save store, butmay




‘approximation than tl

lead to incompatibility in the use of COMMON and EQUIVALENCE
statements when running FORTRAN brogram on computers other than
905 Series 18-bit machines. '

When the two word option is used, the first word contains the value, the
second will (unless used for a Hollerith constant} be spare.

It is important that all units of a program be com pued with either the
one or two word option applied. A check is made b by the lcader that this

is so; if not, at load time an error message will be output. If the pro-

gram does not contain integer or Iogx:al arrays, this check will not be
performed. -

2.5,5 Real Variables

These are held in store in floati ing point form; i,e, a fraction times a
1

power of 2, They must be in the range:
-263<va1ue{ 263
i.e. ap“roxu 1ately:

~9x10182 value“" 9xi0l8

If this range is exceeded at run time exponent overflow erroxr is reported
Or continuation, the value is assumed io be the largest possible magnitude
number {of the correct sign).

Real numbers are held tc an acrwuracy of approximately 8 decimal dxgﬂs
(28 binary bits),

If the magnitude of a real varizble becomes less than 204 (1{}"’19 approx. },
its value is autematically set equal to zero. This action is not reported as
an error. : i

2.5.6 . Double Preciszion Varisbles
These variables are used to © represent real numbers to a finer degree of -
used for real variables, A wider range of values

is also allowed,

They are held in the stere in three word form. For compatibility with
standard FORTRAN, double precision arrays use four words of store

per siement.

The range of values allowed is approximately: .

~10300 yatue £ 16300

If thig ranae is exceeded 2t run time, an e~ponent overflow error is
output. The numbers are held to an accuracy of 10 decimal digits (35
binary bits). :
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2,5.7T Complex Variables

2.5.8 Logical Variables

If at run time the absolute magnitude of a double precision value becomes
less than 10-300 approximately, the value is set cdle“:.LlCalI“’ tc zero.
This action is not reported as an error.

These are stored in the form of a pair of real values. The first value
represents the real part of the complex number, the second part the
imaginary part.

In 905 FORTRAN, comp},ek va 11»0,{@5 occu},y four store locations. The

limits and accuracy of real variables {see Section 2.5, 5} apply to each
part of the complex variable,

These variables may take two values onIy' TRUE or FALSE. Irvs 905
FORTRAN, they normally occupy two words of store, but Oc:cupy only
one word if the one word {packed) integer option is used.

They may be used in logical assignment statements and logical IF
statements {see Section 3.4).

2.5.9  Arrays (Subscripted Varizbles)

Variables in FORTRAN can be grouped into sequential sets in the form
of ocne, two, or three dimensionzal arrays of data. A one dimensional
array is sometimes termed’a vector', a two dimensional array may
represent a Matrix, The use of arrays enables large guantities of data
to be handled efficiently.

In rnathematical notation it is permislsible to write:
X1, xz, X384, 00 vienans Xn

and in FORTRAN to write:

X(1), X2}, X(3), X{4), .. ...... .X(N) also:

mlilsrril,Z:lnl,aclo-..l.......'..mllj

mi’ ll mi, z;mi’3. ........ 7...7-; mi'j hence, FORTRAN gives:
M1, 1), M(L, 2, M{1,3), ..o LML, T)

M(I; 1), M(L 2 M(L,3). oo e el M(I,J_)

The name of an array is an identifier formed accor ding to the rules

stated for ordinary variables. It must be explicitly oeclared as the name
of an array by a DIMENSION statement or by dimension information in

‘another specification gtatement (see Chapter 4),
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in the examples given previously, subscripts 1,2,3 etc. are integer
constants and M, 1 and J are integer variables. All allowable forms of

subscript are listed as follows:

-

FORM EXAMPLE OF SUBSCRIPTED VARIARLE

k | ' X(16) | ‘ |
T VARRAY (INDEX)

Tesk , - IARRAY{2HIN)}

I+4 | - z(3+2) "

-4 - Z2(KAPPA~100)

oI+ £ _ | A{10%N+5)

K#lef T T A{2¥IN-1)

Where:

k and { represent any positive integer constants
I may be replaced by any integer variable,

NOTE: No other subscript forms are permissible. As indicated in the
examnples given, each subscript of 2 two or three dimensional
array must be separated by a comma,. Viz. '

X(1,7,K)
MATRIX (3*KAPPA-1, 2%J+1)

If declared as an array of the correct explicit/implicit type, any of the
variable types, integer, veal, double precision, complex and logical may
be used as a subscripted wvariable.

The value of any subscript, either a constant or an expression, must be
positive, greater than zero, and must not exceed the maximum value for
that subscript in the specification statement by which it was declared. The
number of subscripts of a subscripted variablemust correspond with the

number in its declaration (use in an EQUIVALENCE statement excepted).

2.5,10 Storagoe of Arrays

The elements of arrays with more than one subscript are stored with the
first element being the value which most frequently changes when counting
the clements in sequence. For example, if the elements of a two sub-
Scriﬂpted array represent rows and columns, the rows element wil}i be
stored first as it will change more frequently than the column - element,

Viz,

R1  Ct A(1,1)
R2 - cl A2, 1)
R3  Cl “A{3, 1)
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R4  C1 CA(4, 1)

RS c1 o A(5, 1)
RI  C2 . A(1,2)
R2 . cz A(2,2)
R3 c2 A(3,2)
R4 Cz . A(4,2)
R5 c2  A(5,2)
etc,

In precise form, the storage of the array clements of two or three dime
ensional arrays correspond to storage of an equivalent one dimensional
array as focllows:

For a two dimensional array A 1im, 1l n element 1, cerresponds to the
element i+m(j-1)

¥or a three dimensional arrvay A 1: E, lim, lin elements 3,3,k correspond

~ to element i—!—-g(j«l)-:-fnl(kwl)

Examples of arrays are:

a) _ Elements of Real Arrays:
A1) |
DOG(3, THITEM~5000, 2% MEAN+10)
b} Elements of Integer Arrays:
LIST(4*JULIET) -
JIG(2%1<9, 453 +100)

An array comprising three rows and three columns could be shown
initially in mathematical notation thus:

23,1 23,2 é1,3
azl i az’.z_ 3.2',3
a3 az, 2 ag 3

FORTRAN subscript notation of this array would be written thus:

A1, 1),4(1,2),A(1,3), A(2, 1), A(2,2),A02,3)....... ete.
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The identifier for subscripted variables is subject to the rules stated for
non-subscripted variables (section 2.5}, '

2.6 7 Expressions
2.6.1 General

A FORTRAN expression is a rule for computing a numerical value. In
many instances an expression consists of a single constant, a smngle
variable, a single function reference. Two or more of these elements
may be combined (using operation S'}TIleO}.‘) and delimiters) to build more
complex expressions.

Each operaftion is represented by a unique symboi thus!
"+ indicating positive or addition

indicating negative or negation

it

E

indicating multiplication {used instead of the character X to avoid.
confusion with the letter X) ‘ '
/ indicating division , B

%% indicating exponentiation {i.e, raising to a power).

The delimiters used are as follows:

( } which enclose subscripts or parameter lists, and modify the order of

E
evaluation cf the terrms within an expression,

space,” Only used within an expression to (:lal‘lfr reading of an expression,
P Y 3
but ignored by the compﬂer.

NOTE: Parentheses may be used to group expressicns in 1‘1 _;a_me
' manner to that in mathematical notations, Thus (X+Y)” mus
written {X+Y)3=3 in order to convey' the correct mieaning, An
~ expression as ambiguous as:
' Bc " . .
AT must be written as A**(B*”G) or (A#%F ) x#C accerding to the
i requirement intenled,

(D

2.6.2 Order of Evaluation

The current values of the variables within the expression are first
determined. This may necessitate the evaluation of subscripts or functions
before evaluation of the main expression can commmence,

When the order of operators within an expression cannot be definad clearly

by the use of parentheses, the order of evaluation (of other permirted
operators) is as follows:

a) Exponentiations
b} Multiplic ations and divisions

Additions and subtractions . . Co.

e 5
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Thus, the two expressions which follow have equivalent mathematical
meanings!

a) A¥B4C[DwE#5T

b) (A4B)+(C/D)=(E++F)
Within a seguence of consecutive multiplications and/or divisions or
additions and/or subtractions, in which the order of evaluation is not
clearly defined by parentheses, the meaning is evaluated from 1

right. Thus the expression A/B*C would mean (A divided by B) times
and not A (divided by B times G} and I.J+K would mean {I minus

and not I minus (J plus K}, . - R

Sub-cxpressions with parentheses are evaluated in the same manner but
not necessarily in the same sequence as subscripts or functions; the
value thus attained is used to assist in the evaluation of the main expression,

The effect of division extends only to the next element, for example:
A/B*C is equivalent to (A/B)*C or A*C/R -
A[B/C is equivalent to A/[B*C)-

The inccrrect oerder of evaluation of an expresgsion can result in a loss of
significance or even in a failure to obtain an answer. K. g. In the
expression ! A%¥B/C if the values of A, B, and C were approximately 1030,
the result of the muliiplication would be 1050 angd this result is ocutside
the permitted range for values of real variables. However, after division
the result returns within the permitted range, If the computer cannot
epresent an intermediate result (e. g. 1060), the outcome of the evaluation
will depend on the mode of working (i.e. Integer or Floating Point). The
cutcome in integer working is for the evaluation to continue ard this results
in an erroneous answer, The outcome in floating point working is for the
evaluation to stop; an error message is cutput and continuation of the
program is left to the discretion of the operator.

2.6.3 Treatment of Integer and Real Values
The evaluation of an expression containing integer and real values is

achieved by initially converting the integer values or intzger subeexpressions
into real values.

2,6.4 Results of Intsger Division

The result of an integer division is always an iﬁteger’ truncated so that
the fractional part of the exact answer is omitted. Hence,

7/4 gives the result 1(not 2)
~5/3 gives the result -1 (not-2)
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These resulfs mean that the remainder of an integer division can be

easily found, these results some

efiects, e.g.

However,

5/3%6 gives a result of 6
5/(3%6) gives 2 result of 0

5#(6/3) gives a result of 10

2.6.5  Exponentiation Results

An integer, real, double precision or
power always gives g res
Precision or complex respectively.

e e
Erid

NOTE: This means that the expression
always give a result of zero due to

A real or double precision value may be rai
power, ‘The

'

3.3) are not permitted,

Attempts to
negative

exponentiate zero by zero and a

2.6.6. Types of Allowable Expreosions

The rules for th
It should be no

@ mixing of types of express
ted that a subw~expression of o
r type by the use of the functions:

FILOAT DBLE SNGLE

inte ancthe

IFIX

REAL

times preduce unexpected

complex number raised to an integer
ult of the same ty,

pe; i.e. integer, real, double

(where J is negative) will
the truncation rule,

sed to a real or double precision

result is double precision unless both values are real,
Coembinations of exponentiation other than thas

e.listed in the table {Section

negative real number by a

real power will give rise to an error at run time,

ions are given in Chapter 3,
ne type can usually be converted

AIMAG
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3.1 Format

A FORTRAN program consists of a sequence of statements. These
statements can be divided into two types:

a) Executable statements, which are obeyed when the program is
run,
b} Non-executable statements which further define the meaning
of executable stawmq ts. These statements may be divided into

four types:

{i) Those which provide the compiler with information
- e.g. COMMON statements.
(ii) Those which further define run-time operations,

e.g. FORMAT statements,

(iii) Those which provide information during both compllation
and at run-time, NSION statements.

{iv) Those which contain information which ease reading of
pregrams, bul have no actuzl effect on the compilation
or vunning, i.e. Commients,

3.2 . Aﬂthrnﬁ?.i ﬁsﬁigmntz.":Satem,nto

To enable a new value of a
statement is necessary. T1

variable tc be computed, an arithmetic assignment
12 statement takes tl*e form

written without a sign arnd,

-

An Arithmetic Assi to I‘ORTE\AH to compute
ive hat value to the

is assigned to an integer
g ;

the value of the exp
variable named on the left. YWhen 2 rezl resul
variahble, then: '

: :nt statement is not used as
notztion, Thus it is not permissible to write a
¥

The eq als
in normal
statemaeanit Z-RH¥

£ ‘rich the value of Z is unknown
whtia the other volues a

legal form of arithmetic
tend gide of the statement
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b)

ariable on the laff may be subscripted.

wie of an expression i

g
rasult is converted into

to the varis

of resiriciions on arithmetic modes,

3

Wi ‘31 the basgic operations add, subtract, muliiply and divide, an

element can be combined with another element of the same type,

or z real element may e combined with a double precision or
com;)u:. clement, .

of a and b and on the
lways real. Ifb is

The validity of =
type ef b, The re

1, the operation is
other instances, the

T
¥

p
vahd umc:;s both 2 and b are zero. In al
resulf 1s that obtained by multiplying 2 by itself ; bg imes and
(if b is negative) taking the reciprocal. Ifb is a real variable,
constani, Oor expression, the operaticon is only valid if a is
positive. The result {(where it exists} has the value exp (b*logg(a)).

An integer, real or double precisicn value may be 2ssigned to an

VL
mLLge*, real, or double pracision element in an arithmetic
assignment statement., A complex value may be assigned to a
complex element only,

A relational operaztor can combine two ex pressions of each of the
following types:

(i) Integer

(ii) Real

(iii Double precision

(iv)  Real with double precision

905 FORTRAN provides a wider range of mixed modes with basic

operations of add, subtract, multiply and divide in that an integer

‘element may be combined with a real or double precision element.
Incorrect use of this facility may result in an object pr ogram

which is’appreciably less efficient than it might stherwise have
been: .
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A velational expression is one that compares integer, real or double
precision values by using the relational opervators:

.LT. | |

—  [LE.

CEQL

. NE.

.GT.

.CGE,

- The table which follows indicates the only permissible combinations (where:
R=Real, I=Integer, D=Double precision and C=Complex).

-

Add, Subtract, Multiply, Divide Exponentiation

B 1 I | D |c A S 1 {r D lc
1 |1 «] D* | X I I | x | x|x
-~ R IR | D |cC R R|RrR |DIx
D =D | D | X D DD |Dx
..... ¢ |xjcIx ¢ C clx |x|x
- Assignment Réiational
NE=p
- va ! |R | D |C I |R |D|C
S A IV VA I 1 AR LR NE R D'
B R |/ |/ J X R =1 Y X
D |/ I/ J X D oS X
- c |x Ix Ix |7 c X |x |x Ix

{The entries in the MATRIX show the result type: and X indicates when a
- combination is not permitted; [/ indicates that combination is permifted)
v with % indicates that this combination is an extension to ASA Forivan,’

v

3.4 Control Stetements ' 3

Control statements are used when a ‘oreé'kmis required in the ocrder in which .
- executable statements of a program are to e cbeved. A breakdown of the
elements available for making transfers of control in the FORTRAN language
follow, ‘ : - -

2.4.1 Statement Numbers o Labels

¢

A statement number is an unsigned positive integer, which is prefixed to
a statement. The nuimber can consist of from 1 to 5 {mazimum) digits and
is coded in columns i tc 5 of the coding sheet, Statement numbers may :

DM .

run in random order throughout 2 program, but no two statements in




a prograrm unit may have the same steiemeant numboer. Stataoment nurmnmbers

i

are used to provide for interaction boetw
identily to the numbered stztement {or trans

references.

3.4.2 GOTO Sratementa

A GOTO statement providzs the means of transferring control to any

3 — T -y e g . G 2 . - o £ N
other than the noxt in seguencd uianle staloment

herwise it could

1} The unconditional GOTO statement
f_ 2) The computed GOTO statement
) 3

The assigned GOTQO statement

W
L et

3.4.3 - Unconditional GOT O Statemant
Unconditicnal GOTO Staiements are written in the form:

GOTO n

where n is the statement number of the next staternent to be executed.
Contrel is transferred unconditionally.

Example:

e GOTO 15
15 GOTO 8 ' -

3.4.4. Computed GOTO Statement
- A computed GOTO statement provides the user with a n-way switch based
. ' on the value of an integer variable. The statement has the formi

GOTO (nl‘,nz,..........,nr}.l),i

where ny, Ny, N3, ng. . e n,, are m statement numbers (which need not all
:  be different) and i is a un-subscripted integer variable which, whenever
— the statement is obeyed, must have a value in the range 1 to m.
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Example:

GOTO (4,600,13,9,526)IAC

If the value of IAC is 1 then contrcl would be transferred to statement

““““ - 4, if IAC had the value 2 control would be transferred to statement 600 and
so on. If the value of the iatéger variable lies outside the range, at run
‘time an error is reported.

3.4.5 Assignment Statement and Assigned GOTO

— The combination of the GOTO Assignment statement and the Assigned GOTO
gives an alternative to the computed GOTO. A statement label (number)
is associated with an integer variable by means of a GOTO Assignment,

- At sorne point later in the program this may be used in an Assigned GOTO
statement to branch to that numbered statement., [n programming terms,
it is @& means of presetting a switch.

A GOTO Assignment takes the form:

ASSIGN K TO i

yv_here K is a& staternent label of an executable statement in the current
program unit, '

- H]

i represents any integer variable.

— Once the Assignment statement has been obeyed, integer i must not be
referenced or changed until an assigned GOTO is obeyed. That assigned
GOTO will cause control to be transferred to the statement numbered K,

— The form of an assigned GOTO is . . '

GOTO i, (Ky, Kp, K3, ......, Kp)

— where i is an integer variable that must have been previously set by a
GOTO assignment. Kj.....K, represents statement numbers (one of

which must be the label number K used in the ASSIGN statement).
i

R |

e L] .. ) . . e . )
Note 'that the value set in i is not meaningful, in particular it is not the
numerical value of K.

The ASSIGN statement and its associated GOTO statement must be in the
samne program unit. ' '

Exarﬂpla: '
ASSIGN 99 TO JJ
GOTO 10

99 X=2Z+Y

10 GOTO JJ, (97.98,99, 100)




The equivalert compuied GOTO wonld be

~  GOTO 18
99  X=Z+Y
16 GOTO (97,98, 99, 100}

In 905 FORTRAN
to ensure that ihe integer

o
jna
[
[
o
"
=

of control, using the assi

o

time, than a computed SOTO stateynont

3.4.6 The Avithmetis IF Statd

An Arithmetic IF Stateiment has tho form!

IR{e) Ny, np.n3

where (e) is an arithmetic expression and ny, Dp.Tys BYE ihree statsrment
numbers (not necessavily differenz}. Ceontrol iz iransicrred to eithe:

sipn of e .

NEGATIVE - ny

POSITIVE ny
Example: _
53 I (NX~2) 150, 151, 9%9 , o ' .

3.4.7  The Logical IF Statemnent and Logidal Statern
A logical IF statement is wri‘cten.il'z the form:

IF (e}S

where {e) is a logical expression and S is any ther executable statement

except an IF or DO statement. The simplest form of logical expression
is one that asks a gquestion about fwo arithmetic expressions.

The course of acticntakenby the logical IF statement is as follows:

6]
P
v
¢
(B
=}
ot
om
a9

If the logical expression is false, st
statement executed is the one following the logicel IF unicss S was GOTO
and the expression was true. ‘ )

If the logical expression is true statement 5 1
ratement S is not exzceuted. The nesxt
i 1

The power of the logical IT statement can be heightened by the inclusion of
logical operators these are writien in the form:
¢ AND.

. OR.

. NOT,

A logical expression cormbines logical values and/or relational expressions.
A relational expression is one that compares integer, real, or double
precicion values by using relational operators.
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Relational operators ave written in the form:

Relational

Operators Meaning
LT, - Liesg than
L LE, | I.ess than or equal to
- EQ. , Tgual to .
.NE. ' I\Eoge’/equai te
LGT. : ' Greater thgn
.GE. ‘ Greater than or equal to

A logical assignment staternent is written in the form:
Liogical variable = logical expression

If L}, L2 and L3 are logical variables, the logical assignment statements
written: .

D.LT.EPS.OR.ITER.GT. 20

Ll =
LZ = D.GE.EPS.AND.ITER.LE.20
L3 = BIG.GT.TOLER.OR.SWITGH

would aesign L1 the value . TRUE, if either or both of the relations were
true, and ., FALSE. if both the relations were false.

L2 weuld be given the value , TRUE. if and only if both the relations were
true, - : : : :

L3 would be given the value . TRUE. if the relation was satisfied and/or
the logical variable SWITCH was true. = '

The logical operator , NOT. reverses the truth value of the expression in
which it is declared. ' ' '

The .AND., .NOT. and .OR. s «NOT. combinations are the only onss in
which two operators may be declared adjacent to one a2nother.

An example of usage of the IF statement follows. The arithmetic problern:
P g I

y = 0.5%+0.75 " if X3
y = 0.27X40. 12 if X>3

can be accomplished by combining f:wo IF statements thus::
IF(X.LE.3)Y=0.5%X40. 75
IF(X,GT. 3)¥=0. 25%X+0. 12

It X is less than or equal to (. LE. )3, the statement Y=0.5%X+0. 75 will
be exccuted which is the correct formulae for computing y in fhat case,
If X is greater than (L GE.) 3 the first IF statement is non-execuind, but
the second IF statement is.
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3.4, 8 CONTINUE Srotement

A CONTINUE statement is a dummy (execuia‘olc—) statemment that causes no
action when the object program is executed. It is mainiy used at tha end
of a DO statement to satisfy the rule that the last statement in the
of a DO statement must not be one that can cause transfer of contral.

3.4.9 DO Statement

This staterment makes it possible to execute a section of a program re-
peatedly with automatic changes in the value of an integer variable
between repetitions. It is written in either of the forms:

bBOo n i = my, m,

DO n i = my, n&z, m3

where n = stalement number of the last staternent to be
obeyed before attempting to repeat the loop with
a new value of i.

i = ungubscripted integer variable written without
a sign,

my = the value to be assumed by i the first time the DO
loop is traversed.

my = must be greater than mj) and is the greatest value which
- imay assume (It need not be attained nor, if m33y1,
eed it be attainable), '

3
]
I

is the constant interval of the arithmetic progression cf
values assumed by i (must be?0). '
If this value is ommitted, the value ! is assumed.,

‘m3’is added 10 i at the end of each traverse of the DO lcop. If the new
value of i is€ my, the loop is traversed again, otherwise the loop is
terminated and the next executable statement is obeyed.

mj., my and m3 may be unsubscripted integer varizbles or integer
constants,

When the DO leop is left (because if i were again incremented it would
exceed m,} the value of i is undefined. However, if the DO loop is left
by means of a GOTO statement then the value of iis preserved.

The values of i, ms and m3 may not be altered within a DO loop. But for
one exception a GOTO statement may not cause a jump into a DO loop
that by-passes its initial DO statement. The exception is when the DO
loop is itself left by a GOTO and the values of i, mp m3 have not been
altered; since, a GOTO statement may be used to re~gnter the DO loops.
DO loops must have the following properties:

prope—




{1} The first statement must bean executable staternent.

They may occur within DO loops.

.

(1i1) They may not intersect each other.
(iv) © Terminating statement of a DO loop must not be 2 GOTO

statement {including IF statement) nor a RETURN, STOP,
PAUSE or DO statement, When this situation is requu ed
- a CONTINUE staterment should be used.

The fellewing is an example of correctly nested DO loops

. DG 3071 = 1, 10
Do 3073 = 1, 30, 1

DC 314 INDEX = 5, 15
_ A(LJ) = A (1,7) - B INDEX) - g_ |
314 CONTINUE ‘ : o o o
DG 330 INDEX = -10, 0, 3 | |

DO 329 K= LLB, 12 ‘ | .
IF (B(INDEX+10)) 345, 329, 345

. 329 A (INDEX+10,K) = 0
330 CONTINUE

— - DO 307 XKoo= 1, 10

. GOTO 307
345 | G =404+ 1
i -
GO0 329
307 SHTINUE .
3. "1‘. 1G T\ZAJUSJJ utm.{_ﬁme'}t
stal ent thatcauses the computer to wait until the operator

ompilation is to continue. The programmer should usually
statement which causes a message to be displayed informing
some specizal action to be taken (e.g. load next data tape).
1wy be followed by up to 5 octal digits. These will be displayed
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3.4.11 0 BSTOP Startement

An executable statermeni which causes the coemputer to abandon the
The program cannot he continued, but it may
it can be re-entared at the beginning with a
matic operating systems STOF will causse ”he

and lost {rom core.

I
; .
An executable statement which
i .
(i f informs the .compiler that it has reached the
; physical end of the program or sub-program that it is currently
! tranglating.

‘i'

3.4.13 RETURN Statement

An executable statement which may only cccur in a sub-program, indicates
that the sub-program has completed calculation; and so control is Lo be
returned to the program or sub-program which called it (1 e. at the
xecutablce statement following its call}. : :

o
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CHAPTER -

ey
.

SPECIFICATICN AND DATA STATEMENTS

Five types of specification statements are permissible in 205 FORTRAN.
They ave: ' :

a) DIMENSIONS statements , :
- b} GCOMMON staternents
T2} , EQUT‘CALENCE statements
d) EXTERNAL statements
o e) _ T’{'le various ‘Tvoe* sta tements, i.e. INTEGER, REAL, T‘,}OUBLE‘

FAFANEEEI F 4

PRECISION, COMP LEX and LOGICAL.

o DATA init alisation stat=ments are also considered. in this chapter.

3 DATA statements are said to be 'non-executable' L. e,

. inforimation to the FORTRAN compiler and do not directly
o in the creation of irstructions in the program to be run.

A DIMENSION statement is used 1o indicate that one or more identifiers
el

are the names of arrays {sub ipted variables). The statement is of the
form: '

CDIMENS i1y 7o {353 i
DIMEN SION W 1 kli): 3 z (.uzf R Vi'l (ln)

J< o
ry {vector} of ¢ eleynents, whnich nlay he referr cd to as:t
{1 v‘(fﬁl.......'«{r‘:'&, oY S .

indicating that v is a
which may be referred

........... V(Cl, Cz)

r\.g that V is a
yich may be

e
[

=
I

9]

~Q




i, and only i{ v is the neme of anexpress formal parameter of a sub-

v’

program (Szetion 6. 7). i can include the names of one, twe or three
5§ W

teger variables which are also formal parameters of the sub-program

o]

1

{

w

cetion 6, 7)
!
!
Lxample:

{
{
{
f

2y ; PIMENSION A{10}, B(5,15), CAT(99)}
By DL\M;\%O ALY, B{5,1),C(1, 1)
! - .
This could enly occur in 2 sub-program which numbered B,C,Iand J
k-mcang its formal parameters. See Section 4.6 for further examples of

D E ENSION statements.

.2 COniE ’O“I Statements ;
it bas been stated that each pregram unit has its own variable names;

the name X in the main program is not necessarily taken to be the same as
the name X in a subs~program. Howevér, if it is necessary for the values
of both X's to be the same, a COMMON statement {(written in both the main-

and-sub-program) can be used.

A COMMON statement is used, in general, to communicate data between
program units (main programs,SUBROUTINES and FUNCTION subprograms).
It informs the compiler that a list of variables and/or arrays in one

program unit is to Share the same block of core store as a similar list(s)

of variables/arrays in other proéram units,

A COMMON statement takes one of the following forms:

COMMON list e.g. COMMON A,I.K, LAMBA
Oor
COMMON/xy/listy/xp/lista/ ... .. [x,/listy

e.g. COMMON/BLOCK/B,J,X/BLOCKZ2/Z,KK

This second form is described more fully in 4.2.1. The first form
describes a block of store locations termed 'blank! or 'unlabelled! common.
The compiler allocates this block of store and assigns the list of variables/
arrays fo this block in the order they appear in the list. '

If there is another COMMON statement in the same program unit, the
first item in that statement is allocated store following the last item in the

prewvious statement,
The list or lists may consist of: variables of any tape, array names of

any type, or array declarators of the form V{i}. V(i) takes the same form
and same meaning as the V(i) in a DIMENSION statement, see 4.1.
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It is often convenient to have the same identifiers used in the corresponding
positions of COMMON lists in different program units. However, there ig
no feed for the names to be identical; only their order within the COMMON
Listis important, '

4.2.1  COMMON Statement with Named COMMON

Apart from the block known as blank common area, there may be one gr
more labelled (named) common blocks. Tha names of such blocks are
identifiers chosen by the programmer. In choosing the name the
programmer must not use the name of any program unit (FORTRAN or
MASIR} or intrinsic function; there are no othexr restrictions (The

name has no implicit or explicit type, and it can even be the same name
as a variable in the program, without having any relatioﬁship with that
variable). The compiler uses the name of a common block only to aliocate
the block to the same core store area as common block{s) with the same
name in other program units.

Named (or labelled) common blocks are described by the general form of

COMMON statement: ‘ '
COMMON/x; /1isty/xy/list,/ . . . . . I xp/listy

Example:

.

COMMON/BLOCK/A, B, C,K(20), z{10,10)

Each x is the name of a common block, Ifé name is omitted between the
slashes, the corresponaing list describes blank common. )

Example: '

CQMMON,{B 1X,Y/ 11,3(20)

ITand J are in blank common.

If the blank common is the first described, the two slashes may b2 omitted, .
for example: = o o Cai e

COMMON I,J{20)/R1/X,Y
m

3
H
[N
<
—ta
O
i
n
o
Il
{1
o
e

"
Jos
®
.

would have exactly.the same effect as the

- If a named or blank common klcek is defined in more t
statement in a single prograr anit, the aas i
in the order in which they appezr; this enahle

- the positions and total size of COMMON.
Within one complete executabla program, the siz

- block must not be greater in any prograrm unit t

.

T

first unit, encounter sd-by the Lordar, in which i
warning is printed if the sizes zrc not the szme.

such restriction on the zize of the blank cornnion
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statement elsewhere
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F and the 10 elements of . lao contain

e overlap between the
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4.3 EQUIVALENGE Statements

EQUIVALENCE statements are written in the form:

EQUIVALENGCE (}.:1), (kz), ....... kn )
where: o '
each k is a list of the form: ’ -

T T -2 each a is the name of a variable or an array

clement.

An EQUIVALENCE statement assigns two or more variables within the
same main program 07 within the same sub-program to the same storage
location. :

If one large array is te be equivalenced to one or more small arrays
and all are to be in COMMON, the larger array must bhe declared in
COMMON and the smaller not explicitly declared in COMMON.

An example of an EQUIVALENCE statement is given in gection 4.6.

The array element name must have only constant subscripts. It is
possible to use a single constant subscript for an array with two or three

dimensions e.g.
DIMENSION A(3,4)
EQUIVALENCE (X,A(S))

This would cause X to share the same stove iocations as element A(Z, 2).

If two variables occupying different numbers of computer words are
equivalenced together, the first word of each variable occupies the same
storage location. - T '
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The eifect of an EQUIVALENCE statement may add a variable or an array
to a common block, This may cause an increase in the size of the common
block. However, an EQUIVALENCE staterment must not extend a common
block 'backwards' i.e. alter the posgition of the first variable or elerent in
the block. :

Examples:

DIMENSION A(20)

COMMON/BX/X

EQUIVALENCE (X, A(1))

are valid, and would cause block BX to occupy 20 store units (i.e. 40 words),

but:

EQUIVALENCE (X, A(2)) "

would be illegal, since X is the first location of BX, and this would put

A{l) before X. : , |
: I

4.4 Restrictions on Sequence of Iteme in Equivalence Group

In an EQUIVALENCE group {(i.e. a set of parenthesised items in an
EQUIVALENCE statement), there are two restrictions on the sequence of

items, they are: .
1) If a group of equivalenced items includes an item in COMMON,

that item ronust be the first in the group.

2) If the same appears in more than one group, that name must
appear at the beginning of the aecond and any subsequent group
in which it appears. : A

4.5 Restrictiong on Names in Specification Staternents

Within a single program unit, a name may occur in any or all of the
following statements:
DIMENSION
COMMON

Type statements
The following rules are to be observed:

1) .. A name may not occur in any of the forms of statements given
in the previous paragraph more than once.

2) A name may not be declared as an array (by having dimension

inforrnation ) in more than one statement.

3) A formal parameter (dummy argument} must not dppear in a
COMMON or DUIVALENCE statement. )




e

The name of 8 COMMON block must notl corre spond to tha name
of any sub—pl ogram whether in FORTRAN or MASIE .

W
p—

3

4.6 Examples of Statemeauts
in relation to the store map given following this paragraph the specifi
in program CAT are:

SUBRCUTINE GAT

DIMERSION A(5), 1{3, 2), B(2), L(3)

COMMON A,LJ,G '

COMMON X, LL

coupled with the specif lCdf.lOn sub-program DOG (see map):

SUBROUTINE DOG : o i ;
DIMENSION TAIL(6}, I ,{3) :'

COMMON EAR,BARK, TAIL, ¥, K, BK
EQUIVALENCE (BX, L(1))

this would lead to the aliocation of space {in the first 22 locations of the
COMMON area) indicated inthe map below dbsumlrg the "packed integerg!

- cPhon Was in use.

LOCATION VARIABLES DECLARED IN
CAT DOG
COMMON } A(L) } EAR
+1 -
-
+2 k }
A2 BARK
3 _ (2)
14 - 1
' A3 TAIL(
15 _ (3) i (1)
+6 } A(4) } TAIL{2)
+7 .
+8 ATH
} A(5) } TAIL(3)
+9 - -
+10 | RRICIRY TATL{4)
+11 (2, 1)
+12 (3, 1) 1 TAIL(S)
413 (1, 2) |
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LOCATION VARIABLE DECLARED IN
- 4 . CAT : DOG

+14 iz, 2)
+15 1(3, 2) TAIL (6)
16 1 } .
+17 ") : . g
+18 } G K of DOG
+19 A K of CAT } S L)
20 j LL BE 1)
+21- o T OL(3)

4.7 Usge of Store Map

Programmers using COMMON and EQUIVALENCE are advised to prepare
a store map similar to that given in section 4.6 Eiffecrs like the overlap
of J and G of CAT with F and K of DOG are not erronecus, Lut their effect
is unlikely to be that desired by the programmexr. If used correctly,
COMMON and EQUIVALENCE statements save space and simplify the
calling and constraction of sub-programs. If used incorrectly, they -

can cause chaos.

4.8 . Type and EXTERNAL Statement

4.8.1 Type Statement

These consist of one of the declarations:

. ‘iv“'\
INTEGER

DOUBLE PRECISION - o -
COMPLEX |
LOGICAL

followed by as many variable names as necessary {separated by commas).




SOUBLE PRECISION DENOM, REVX, TERM, N

COMPLEX T, N1, N2, D1
LOGICAL A}, AZK

A'type statement is used to inform the compiler that the given names are to
be associated with variables of the appropriate type. In the case of Double

- Precision, Complex and Logical variables a Type statement must be used.
For real and integer variables a Type statement may be used to override
the implicit type suggested by the first letter of the identifier.

The Type statement must precede the first use of the name in any exccutable
‘ statement in the program. In the examples, thel from the INTEGER state-
B ment and the variable X from the REAL statement may be cmitted since

"the names are identified integer and real respectively, by their first letters.

N 4.8.2 - EXTERNAL Statement

An EXTERNAL statement has the form EXTERNAL X3,X2.X3,..., Xn
where each X is the name of an external subroutine or function.

905 FORTRAN permits the use of a functicn pame as an argument in a
sub-program call. When this occurs, it is necessary to list the function
name in an BEXTERNAL statement in the calling program,to distinguish
between a function name and 2 variable name, - :

Example:
- EXTERNAL SIN, COS, SQRT

CALL SUBR (2.0, SIN,RESULT)

WRITE {6, 129)RESULT
129  FORMAT (10H SIN(2.0)=, F10.6)
| CALL SUBR (2.0,COS, RESULT)
| WRITE(6, 130)RESULT
~ 130 FORMAT(10H COS(2.0)=, F10.6)
i CALL SUBR(2.0,SQRT,RESULT)
L WRITE (6, 131)RESULT

131 FORMAT(11H SQRT(2.0)=, F10.6)
s STOP |
. END

SUBROUTINE SUBR(X,F,Y)
- - Y=F(X)
RETURN

- : END




This program contains a main {calling) program and a SUBROUTINE
sub-program. The program contains only one executable statement vig.

Y=F(X)

The arguments listed are X, F and Y making the function F a matter of
choice in the sub-program call. The main program calls this sub-program

" three times. FEach time the value of ¥ is 2.0 and the actual variable

corresponding to Y is RESULT. The arguments corresponding to F are
successively S5IN, COS, SQRT; these three supplied function names arve
listed in an EXTERNAL statement,

4.9 DATA St'a_t-err_;ent

¢

Thé use of the DATA statement is brought about when it becomes necessary
to couple data {from the source program) into the object program. DATA
statements take the form: ' .

DATA list/d;, do,......dp/, listfdy, dp, G B dmy
In this symbolic description a 'list' contains the names of variables to
receive values, the d's are values and the K (if used) is an integer constant.
Example: '

DATA A,B,C/14.7,62.1,1.5E-20/

. This statement would assign the values 14.7,62.1 and 1.5 XIO-RO to AR

and C respectively. This action is performed at the compilation and not
at the time when the object program is executed. .

The values assigned by the DATA statement are placed in storage when
the object program is loaded and that is end of the actions required by the
DATA statement.

It is legal to redefine values of these variables but having so acted it is
not possible to re-execute the DATA statement to put the variables back
to their original value. ’ _

The two statements which follow have identical meanings, choice of |
statement is 2 matter of personal preference;

DATA A/60.75/,8/10.0/,C/5.0 - R
DATA A,B,C/60.75,10,5.0 : '
Any of the constants may be preceded by a multiplier, that is an unsigned

positive integer constant and an asterisk, If the rmultiplier has the/value n
this is equivalent to writing the constant it precedes n times.

Example:

DATA X,Y,Z,W/3%0.0,1.0/

o 7
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This will cause X, Y and Z to have initial values of zero, and W to have =
value 1.0,

NOTE: If these values are changed, they will only be reset if the
' program is reloaded into core store.

‘The staternent which follows assigns the value 10.5 to 211 five variables:

DATA A.B,C,D,E/5%10,5/

A DATA stetement maycontain Hollerith text, for example:
DATA DOT, X, BLANK/1H., 1HX, 1H/ )

If the number of characters of text is not the same as the number of
characters ina storage location, the characters are left justified and
space filled. In the example given, the point would be Jeft justified in
DOT and the remainder of DOT filled with blanks: X would be mmzlaxly
treated. BLANK would be filled with blanks as intended. :

The iteme in the list must not be in COMMON (b lan}\ or named), nor can
they be formal parameters (dumray arguments). They may be subscripted
variables with constant subscripts.

4.10 Restrictions on the Sequence of Items within a Subprogram

In 905 FORTRAN the statements which make up a program unit must
appear in the fo]lowmg sequence,

1. - SUBROUTINE or FUNCTION (except in a main program)

2. Specification statements

3. DATA Statements

4, . Statement function definitions

5, - Executabie statements, FORIVLAT gtatements and in-line

machine code,

6. - END statement




CHAPTER 5: INPUT AND OUTPUT

To read input or ‘write output g
four categories of infor

ata requires the Programmer to deglare

mation in the source program. They ave:

1} Selection of input or output device, which ig 1

:andled by a combinae
tion of the Statement verb an

d the uniy designation,

2) The varia

1 ‘ € designated op
whose values are to be sent to an cufput device, Thege are specia

fied by the ligt of variables in the inpuat or cutput statement,

3) The order in which the values are to he transmitted,

is governed
by the order

in which the variablesg are named in the ligt.

4} °  The format in which the data appears forinput, o
for output, This is ment which muasat

T is to be written
8pecified by a FORMAT state
. ) be referenced by the input or cutput statement in all but a few
' "special cases (see Sect. 5, 4)

5.1 Input and Output Statements

Input and Output sta'tements take the form:
READ (u,f) k or READ (u) x
WRITE (u, f) X or WRITE (u)

where o Tepresents an integer constan

t or variable indiéating a device
(see table which follows). ' ‘

f rTepresents the statement num
Section 5.4), If 141 i absent,
unforrmatted;

ber of FORMAT statement (see
statements are known as
otherwise they are known as formatted.

The name
of an array may be useq in place of f (sce Section 5. 7).

.k represents a 1igt of items

to be input ox output. The list may
f contain variables,

subscripted variables, array names and

DO-~implied lists.

. The value of u mugt be in the range 1 to 10,
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- - . . _—u"-}
Value of Device rofmey, '
- u READ Stateinent
- 1 Paper Tape *
2 - -
- 3 Teleprinter = Teleprinte:
4 - ILineprintes
- 5 - - Digital Ploive:
) - -
- 7 . Card Reader -
- '8 - -
. e o
9 Display Keyboard ‘ Display Screoen
; 10 Special Devices Special Devic
‘ .
— The standard run-time package for paper tape systems has the device
' marked * pre-set (i.e. automatically available). Input or Guiput te any

h]

other number in the range 1 to 10 is diverted io the paper tape reader
— (usmg READ Statement} or punch {using WRITx Statement). If any cther
numbers are to be used, the device routines shounld be set hefore obeving
: the READ or WRITE statemient e.g. 2 call of QLPOUT sete device :

- 4for output of information to the line printer. De
and ocutput is reserved for special on-line devic
the user} and will not be used for any standar

'OD

[N
re
fu
L
E‘L‘
=t

5,2 The List of an Input or Output Statement.

The simplest type of list is one in which all the varial

o]
re transmmitted. The

: explicitly and in the order in which they are to
fundamental idea of 'scanning' carries through; the
associated with the first variable name and firsi field specification {(in

the assocciated FORMAT staternent), and so on.

However, when entire arrays or paris of arrays are to be iransmitied it
is not necessary to name each element explicitly. Whe.":, t?‘ri,n?rn'i‘::t‘ug an
cluding any

[
(¥
(‘;.

array, it is only necessary to name the array in a
subscripts. The name of the array mugt appeaar zlsew }wre in the program
in a specification statement that gives dimensioning information, but in

the list it need not carry any subscripting information. The elements may
(but need not) have the same field specification; this one ficld specification
may be given by itself in the FORMAT staternent.




For example:.
DIMENSION A(10, 5)
SWRITE (6, 21)A ’

21 FORMAT (1PEZ20. 8}

would cause output of 211 50 elements of array A, one to a.line (in IPE 20.8
forrnat).

When an entire array i moved this way, the elements are transmitted in
a seqguence in which the first subscript varies the most rapidly and the last
subscript the least rapidly.
/

When only some of the array elements are to be transferred or when the
‘natural order' just mentioned is not required, it is still possible to avoid
naming each element explicitly., The elements can be specified instead in
the list required in a way that parallels a DO loop.
Example: ' - . i

: !
Suppose the array 'BLOCK' has 90 lecations, in the form of 15 rows and
6 columns, of which only 24 of these are required for ouiput. These
locations are located between rows 7 and 14 and columns 2 and 4. The
WRITE statemnent could be in the form:

*“ DO50I=17,14

DO 50J=2,4
50 WRITE (3, 51) BLOCK{L,J)
51 FORMAT(3I6) -

With DO-implied lists this could be written:
WRITE (3,51) ((BLOCK (1,J), T =2,4), 1=17,14)
51  FORMAT (316) -

""" = In general,a list of a READ or WRITE statement can be made up of variables,
- subscripted variables, array names and DO implied lists. If there is
more than one item in the list they must be separated by commas.

A DO-implied list is made up in the general form:
(List, 1 =my, my, m3'}

where I represents any integer variable and Imy, Mm,, m3 have the same
meaning as ina DO statement {Chapter 3).
The 'List' may be made up of variables, subscript variables, array names
. and DO-implied lists; which means that DO-implied lists can be nested",
as shown in the previous example. The Innermost DO-implied loop is
executed most frequently. '
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5.3 Effect of Nums=xic IZems in READ and WRITE Listp

Itemn ) Bifect in a READ Effect in a WRITE
’ ' list 7 list
A simple var- A number is input The value of the variable
izble (which from: the specified in output 6 the specified
does not occur device and its device
in a valiue is assigned
DIMENSION to the variable
statementje. g.
A subscripted As for a simple Az for a simple variable
variable varizble {Sce {see Note 1}
e.g. B{7,7) Note 1) ' '
The name of 2 ‘The appropriate The value of the elements
DIMENSIONED | number of values is of B are output in order,
variable read irom the speci- ‘ .
’ fied device and they
are assigned, in )
order, to the elements
of B

NOTIE: The identity of the items in a READ or WRITE statement is

determined before the values of any item in that list are input
or output Consaquently if the next two items on a data tape are
3 and 3. 159, the effect of
I=7

READ(1, 1M, A(E)

is to assign the value 3 to I and the value 3.14159 to A(7) (the
value of A3} will remain unaffected).

L4

8.4 FORMAT Siaterment

The functicn of a FORMAT statement is to declare how information is to

be arranged either on input or cutput. To each value transmitted there rhust
correspond a field specification which lists the kind of information and the
layout details of the value contained in that ficld (in terms of its internal
representation and what it 'looks like' externally).

5.4,1 Gencz-al Foxm of .'E‘;OR'I»‘EA ’r: fements

ueed for a FORMAT statement is the word FORMAT,
one or more items enclosed in parenthesis, that is @

The form genera
followed By a list:

FORMAT(List)
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in 05 FORTRAN, 'List' may consist f the single word FREE which
indicates free format for use on input only. However, standard FORTRAN
does not include this facility since FORTRAN was mainly used in a card
input environment, When data is inpub from cards, each item is normally
punched in a fixed column width with a fixed mumber of items per card.
Using paper tapeinputitmaybe inconvenient if the value 2.0 has to be filled
out with 10 spaces because the number 123456785 -5 has tobe punched ina
corresponding data field. For similar reasons, it may be inconvenient to
always have z fixed number of items per line of text. Therefore 905
FORTRAN allows both fixed (standard) and free format input.

LExample:

READ(1,7) L3, X, Z

L1 53
7 FORMAT{FREE)

will cause the noxt four numbers to be read from a data tape, and assigned
to 1,3,X, 2 with the correct value type (see Section 5.8 for further details
of free forrat input). Oxn output, it is both convenient and essential to

A

L,

specify how many character positions are occupied by each item ocutput
and the form of output e.g. floating point or fractional , number of signifi-
cant digits etc.. '

Standard FORMAT statements thus consist of a set of field descriptors

which specify the width of a field {i.e. the number of character positions
on the external mediumj, the corresponding type of internal representation
and other necessary information for output control. When a READ or
WRITE corresnonding to a FORMAT staterment is obeyed, each

itern present {(or implied) in the READ/WRITE list is matched against a

ficld descriptor in the FORMAT list by a scanning process which works
through both lists in parallel.

i) avoid repeatedly writing identical field specifiers
{ii) cater for READ/WRITE lists whenthey are longer than the
FORMAT staternent lists.

{

/
¥ach field descripior impliesaconver gsion between a number or a grosﬁp of
charucters renresented on an external medium, and an internal reprdsent-
ation of the sarne item within the computer. The internal representajiion
may consist of binary numbers, packed internal cede characters, floating
peint ete.. For most purposes, the programmer only needs to e aware of
the type of internal representation available i.e. integer, real, Hollerith
ete.. The external meadium rnay be paper tape, teleprinter or any other
character handling device with suitable software. /
reral FORMAT list is made up of field descriptors separated By
ficld separators ( either commas oOr slashes). Field descriptors
consist of ons of the letters I, ', E, G,D,A,H, X, L followed by either
ber or characters conveying special information. For exzample, using

T
tHe T descrirtsr to control integex conversion. | )
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WRITE{L, 99)L, 7
99 FORMAT{I2, 14)

would cause the two integer values in fand Jic
and four characters respectively.

5.4.2. - Repeat Counts

All the descriptors except X and H may ba preceded by a vepeat count ()
indicating that the descripfor is treated as though it were writien ¥ Limes.

Example:
| FORMAT{315)
is equivalent to: FORMAT (15, 15,15).

A group of field descriptors may he enclosed in parenthesss o maxe 3
basic group {The basic group may be preceded by a repeal count)., Iield
separators and basic groups may be further grouped by enclosing in
parentheses with a repeat count. The '"nest’ of groups must not ba more

than two in deptn.

Example:

FORMAT (2(16, 3(14,13))) _ _ I o
is equivalent te: ' ‘ | : : . :

FORMAT(I6, 14, 13, 14, 13, 14, 13,16, 14, I3, 14,13, 14, 13)

If the READ/WRITE list contained more than 14 integers, these statements
would not have exactly the same cffect (see section 5.4. 3.

5.4.3 FExterpal Records and Newlines
Apart from separating text, the separatox / (slash) is 2lso used to starta
new record (for punched card input a record is defined as one card;
general, a record on paper tape i a string of characters (text) {cilowed
by newline, although the FORTRAN standard does not clearly de

In §05 FORTRAN, the separator [ ina FORMAT staternment cauges on

and on input causes gharacters up
aracter to be skipped. The end

efine this.

output a newline sequence to be nunched,
to and including the next newline (linefeed) ch
of a FORMAT statement scan, when the last right parenthesis is I

produces the same effect.

There may be more than one slash between field descriptors indicating
multiple newlines, and a group of slashes may be usecd at the beginning or
end of a FORMAT statement.

Example: .
WRITE(3, OT)L.T | |
97 FORMAT( //13/14 /) ' o <




This would cause c}utput-of two newline sequences, a three character integer,
newline and a four character integer followed by two newlines. OF the last
two newlines one is causes by / separator, and the other by the end of the
FORMAT scan.

- Ifinthe palj,z‘él'lgl scanofa FORMATstatement and READ/WRITE lisi, the
former list is exhausted before the latter; formaf conirol retarns to the
‘beginning of the FORMAT list, or ifthere are nested groups of descriptors,

- to the repeat count at the start of the grovp which ended most recenily. In
either case a skip to a new record or cutput of new line cceurs,

Example:
WRITE(L, 999)M, ((IA(F, K, T = 1, 2), K= 1, 3)
999 FORMAT(I6, 2( [13,14))
causes cutput of the vaiues- as follows:
IA(1, 1} 1A (2, 1)
— 1a(1,2) 1a(2, 2)

vxtra newline for
end of format.
------ IA(1, 3) 1A(2, 3)

5.4:4  Field Descriptors Available

There are nine field descriptors available in 905 FORTRAN, which are
written in the following symbolic forms: ' N

rEw.d

0

er\;v.d

erw.dr
rD w.d

[}

Iw

L

I
¥ Lw

r Aw

nH hy, h2,hz,...... by

n X

where:

s represents a scale factor in the form K P which can be ornitied is ot
required (k is an integer constant, optiorally signed).

T represents a repeat count which may be omitted if not requirsd. It is

written as a positive unsigned integer constant.

o

W represents the width of the fi=ld on the external mediom in characis
it is written 2s an unsigned positive integer constant.




‘i represents the nurnber of dizits after the decimal point in & real or

. double precision numbery., ‘d' is an unsigned positive integer.
1 repyezents the number of cl.aracters in a f{ield.
The effect of the various number descriptors {I, F, E, D, G) on input is
described in section 5.4, 6. The effects of ouiput are described under
:
s ¢

where j is an unsgigned positive integer constant. or a signed negative integer
’ 3

€ a s has been specified, this factor will apply to
and D field specifications which follow(in the rest of the FORMAT
essing}, unless cancelled by another scale facter. An implied
S a READ or WRITE Statement commaeances.

Cr EH
‘A scale faclor has no effecton I, L, A, H or X specifications.

A pon zero scale facter has different effects on input and output, On input,
for F, £, G and D specifications if there is an exponent in the input field,

3

‘the scale factor  is ignored. If the external input {jeld does not contain an

exponent, the internal number = external number divided by 109, where n is
the scale factor. : ‘

For the efiect of scale factor on output, see the separate descriptions of

F, E, G and D specifications.

5.4.6  Input-of-Numbers Under Format Conirol,

Nurnbers are inpat under format control (as opposed to free format} by the
descriptors I, E, F, G, D. In each case a field of w characters is input,
that is the next w significant characters are read from the external source.

il

Line feed {newling), carrizge return, null and erase are all ignored by the

compiler.

For integer conversion I the external field must'be in one of the forms
permitted for integer constants {signed or unsigned).

For real and double precision conversions (E, F, G and D), the external
field may be signed or unsigned, with a string of digits which may or may
not contain a decimal point. These digits may, but need not, be followed
by an exponent in one of the following forms: '

- Example of complete number,

+ integer constant . 050?-5-3

~ integer constant 7 0.000-1

. inteper congtant ) i 0. 009%E2 .
E signed integer constant - 90. 0E-2 o ‘




) 9 FORMAT (i6)

between an internal real value and an exzernal number writien w

D integer constant ' . GG9IDG2
D signed integer constant bb90D ~2
(No exponent) . ' 0. 9bbbb

In the examples b represents space (blank). All these numbers could be
input under control of ¥7.0 to give the same internal value.

If a decimal point occurs in the field the d value is ignored. If an exponent
is used the number is raised to that power of ten, and any scale factor
ignored. If there is no exponent, the internal number = external number
divided by 100, where n is tha current scale factor {zero if none specified),

‘Spaces (blanks)are significant in formatted input, they are treated as

zeros, If spaces occur at the beginning of the field they are generally
regarded as non~significant zeros, but at the end of the field they may
have some effect, particularly if there is no decimal peint or if there ig an
exponent.

An all blank field represents zero,
5.4.7 Fisld Specification I {Integez)
This takes the form Iw where I spacifies convers bet{veen an internal

integer and an external decimal intéger, 'w' ‘mfc'i' s the total number of
characters in the field, including any sign or blanks '

3
ot

Examples:

READ (1,9) J

On input this would cause 5 characters to be read from papar tape, con-
verted to integer form and stored in variable J. :

(ii) J = -987 : o SN :
WRITE (3, 9)}J o R R A
| 7 PR j
On output this would cauze the number -987 to be cutput on the t’ 2lew

printer, with two spaces, a minus sign and digits 987 (a total of six
characters). ' :

5.4.8%  Flield Specification ¥ {externzl {ixzd poing) !
The form of this specification iz ¥Fw.d,where F indicates conversis

exponent. The letter w specifies the total nunber of characiers
field, including sign, decimazl point and any blanks; 3
of decirnal places afier the decirmzal point,

[
¥
o]
¢}
]
[
=
-
o
w

For the effect of ¥ format on
d digits to the rigirt of the de
zeros}.. - -




The scale factor may be used with the ¥ field specification by writing the
specification in the form:

sPrFw.d
where  s= scale factor {scale factor may either be positive or negative}

r= repetition number

The effect of scale factor on output is that: external number = internal
P :
g

'5,4.9 Field Specification E (Floating Point)

The form of this specification is Ew.d where E specifies conversion
between an internzl real value and an external number written with an
exponent. The total rumber of characters in the external medium is w,
including sign, decimal point, exponent and any blanks. The number pf
decimal places after the decimal point (not counting the exponent) is |
specified by 4. T

Example:
Y = 1.5B.2 )
X = w123.4567 i

WRITE(3,9) X, Y S R T
9 FORMAT(2E13.6) o N
This would cause oviput as follows:
0. 1234578 +0360. 150000501 (where b represents ¢ a space or blank)

If a scale factor is used on output, it causes the fractional part to be
multiplied by 10% and the exponent to be reduced by s. For example, if
the previous FORMAT statement were:

9 FORMAT (1P2E13.6)

the output would be

-1.234567E402_1.500000E-~02

In 905 FORTRAN the standard form without scale factor, for example:
< 100005+03
will sometimes be output as:

1. 00000E4+02

5.4.10 The Field Specification G{Freepoint}

The form of specification is G w.d. The internal value must be of type

real. On input, the G w.d specification is ireated as for F w.d specification.
- On output, a field of width w words with & significantcharacters is output,

according to the following ruless ) . ! )
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If N is the magnitude of the value to be output, the sPG w.d specification
produces an equivalent cénversion as follows:

Magnitude ' Eqguivalent cutput conversion

0. 1LNL 1 , F{w-4).d,4X
C1EnN< 10 _ Flw=4), (d-1), 4%
1pd=2gnLipd-1 - Flwed). 1,4X
10d-1g n< 10d Flw-4). 0,4X
Other values sP Ew.d. . '

The scale factor has no effect unless cutpﬁt is in the. Ew.d form.

Example with G10.4

~123.45 cutput as  -123.4bbbb
-12. 345 output as  ~12.34bbbb
-1.2345 output as  =1.234bbbb

where b represents space (blark) character.

§.4.11 TField Specification D (double precision}

In the Dw.d specification, the corresponding internal value must be

double precision. The exponent in the cutput field is written with D instead
of E, but in all other respects this is analogous to the I field specification.

5.4,12 Field Specification L{logical)-

In the Lw form, the L. specifies convers‘ion between an internal logical
value {. TRUE. or .FALSE.) and one of the letters T or F externally. The

_total number of character positions is specified by w.

On input, the exterpal field may contain spaces (which are optionall, _
the letter T or F, followed by any other characters which would fill up the

remaining w positions. On output, the external field consists of (w=1)
spaces (blanks) followed by a letter T or F.

5.4.13 Conversion for Complex Numbers.
A complex number is inpui or output as though it were two real numbers, -

the 'real part! followed by the 'imaginary part’. Therefore there must
be two real format conversions (F, E or G} in the FORMAT statemeoent,

corresponding to each corplex variable or array element in the RIEAD/WRITE
list, Only in {ree format input (q.v) are complex numbers specially treated.




5.4.14 Field Qpeclfncatiorz A f.[w*‘% anumeric)

In the Aw form of field specification, the associated variable may be of
. any kind. The field specification causes w characters to be read intéo.or .
- written from, the associated 'list' element. The aiphanumeric c‘iarac»evs
may be any symbols representable in the internal code character set,
including letters ;digits and the character space (blank)

In 905 FORTRAN io every basic ‘A’ éesc*iptm there must correspond one-
word in the input/output list. 'Aw’ descriptor will only transier - _
ene word (one storage unit) and at the most three characters. If, on input,

w3 then the first w-3 characters are ignored and the rema ining 3.
characters transferred into storage. If w<3 then the rightmost (w-3)
characters appear ds blanks in storage. On ouiput if w>3 the first
w-—3 haracter will be biank in the cutput fleld

_ Example ](I J, K = integers)

" _.'-REA}:} (1, 10)1, 7, K

_ WRI‘I‘L (Z,A 10)1, J, K

10 FORMAT (A2, A3, A5)

R e S A WOUN P
..'Stc;rage ' SR NIZu D A f';\l‘/

I+ A-b .- ' wm\z?i,q@{ o R e die
J :  FOR T Qw%ﬁ W%‘Cﬁg

K : T#x

Cutput : A - FORbLT*x%
where b represents space (blank) "
' : : : 5%3"\?’@&2@:/{ .,.Q«ngf At g’f e

Example 2 (F=real, E=real array)

DIMENSION E(20)  ~

| READ (1, 20) F, (E(1), i=1, 2)

20 FORMAT (2A2, 4A3) _
Input : TESTING b FORMAT, =
SRR T LR NS IO

2 2 3 3 3 3

where b represents space {blank)

St_ﬁxage

¥ ¢ TED

F+1 : STb
: ING:

:. bFO

S ~ Pagz 60




carriage ety

NOTE:

Example 2 (Contintuedﬁ ' .
E(2) : RMA
E(Z2}+1 T, =

Example 3 (N=packed integer array)

k!

DIMENSION N{20)

READ {1,30) (r(1), 1=1,2)
WRITE (2,30) (M(D), 1=1,2)

30 FORMAT (2A3)

‘Exarnple 4 (M=unpacked integer array)

DIMENSION M{z0)
_READ (1, 40) (D), 1=1,2)
WRITE (2, 40) | (2(1), 1=1,2) ]
40  FORMAT (443)
5.4.15  Field Specification ¥ (Skip)

This specification takes the form wX, where w is the fiecld width. On output,
w spaces {blanksjare inserted in the output text. On input, w characters are
read and ignored (sb null, carriage return and erase are ignored on
counting w). The 2 :s not associated with an item in the READ/
WRITE list, but is a 5 the action specified by the previous
FORMAT descrintor. _ ®

N,B, The letter X must bg {oilowed by a comma, slash or right parenthesis,
5.4.16 Field Spzcifisation H {Iisllerith)

This specification takes the form wi, where w characters immediately

following the 1ett€-‘r' i : or punched ir the position indicated by

the position of the acification in the FOCRMAT statement.
The Hollerith Fiel ffers from the other specifications

t call {or the transmission of any values from the
or the input or output of the text itself.

w characters are read from the
FORMAT data replacing the w characters
ing w characters; newline, null,

_ if the letter H is subsequently used
for output, th strving of chavacters is butput.

Ifan 'E°f
8:{'{8?‘11&.{ mad
\*.—'hic:h fo

e H text, it er in the original
letter H.
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9

Example:

WRITE{3, 8)

READ (1, 9)

WRiTE (3, 9)

FO%MAT’ (63, THHEADING)
FQ!RMAT (20H01234567890123456789)

This reads  heading of twenty characters from the input paper tape, and

outputs;it on the teleprinter. Such input and cutput may provide a more

- maching independant forrn than the use of the 'A' descriptor for similar
purposes. The last character of the Hollerith siring must be followed
" by comma, slash or right parenthesis. ' ' '

5.

7 2)

b)

5

Examples of Field Spécificationa ’ . ' : .

Integer type

To output the numbers 16 and -64

i) on the same line, the FORMAT statement could be
FORMAT (12, 13)
which will be output as

16-64

ii) on the same line but separated by three spaces use

FORMAT (12, I6)
whizh will be cutput as
iij) on separate lines but under each other the FORMAT statement
FORMAT (13) :
which will output
G
-64

Externzal fixed point

To output the numbers -187. 654 (with two spaces before the minus
sign, the FORMAT statement would be

FORMAT (F10. 3)

FORMAT (F8.5) will give -187. 65400

FORMAT (3PF8.3) will causc a number 0.1234 giving the current
in amperes to be printed 2s mililamperes;

b123.400

‘Floating Point

To output the number 497863.31, the FORMAT statement used,

. could be FORMAT (E14. 8)

‘which would output;
0.49786331E4+06




d)  Logical

If the variable is , TRUE, then the FORMAT statement:
FORMAT (L2) '
" would output:
Ok
However, if the variable is ;FALSE,' the FORMAT statement
FORMAT{L6) will output : :

clcloo ok

If 2 FORMAT statement contains nothing but Hollerith and blank field

specificaticns, there must be no variablesg listed in the associated input
or output statement. This is common practice when the WRITE statement
produces page and column headings or causes line and page spacing.

Example:
The two statements:
WRITE (3,7)
7 FORMAT(SHYARDS, 8X,4HFEET, 8X, 6HINCHES)

will cutput:

5 /“\. 5 (,“\ s Wk Vg oy ™ S
Ao DEOOOEEEr = QOTEEEO MCHE:
5.6 Number Out of Range on _Oﬁtput ' ' '

If the character field {w) is not wide enough to contain the output value

an asterisk is inserted in the high order position of the field. if the
exponent is also printed, its absolute value must be less than 99, otherwise
%! replaces the exponent part in the cutput. ;

Examples:

Format Value "~ Qutput

- Fb6.2 3456.7 %56, 70
F6:2  234.56 | 234.56
F6.2 ~234.56 £34. 56 |
F6.0 123.0 " bbizi. f
Fb.6 123 %23000
¥6.7 1.834 34000 ]
F6.4 0,123 0.1230
¥6.5 : | 0.123 .12300 f
D10.3 312.4E+100 0.124D+%% |

where b represents space {blank)

-
3

(%
S
L

s




With E-format, the standard form which 13

F 0%y, x, B +Fyive

occasionally becomes +1.00... CE 3+ Yi1ve when x; = 1, and x5 v Xy =0

since the number is rounded afier its formai has been determined,
<

5.7 Run-time FORMAT Statement Input

The ability to read 2 FORMAT staternent at tha time of execution of the

object program adds great flexibility to FORTRAN. In order to achieve

this, an array must be declared which will hold the FORMAYT specification

in the form of alphanumeric data {see Field Specification A). The FORMATS

-are read into this array at run titme. These variable FPORMATS must

reference the array by name in the READ or WRITE staternent,

Example:

Suppose we have three variables fo output but do not at the time of writing
the program know the form of output. A one-dimensional array FMT which
is of a suitable size,in this case 5 words is deciared. The array is real,
and has 10 locations in which a maximum of 30 alphanumeric characters
may be stored. The format which is to be in the forrn: . ‘

(16, 83, ¥8.3, IPE20. 8)bbbbbbb

which consists of 23 characters plus-seven spaces which make up the

30 alphanumeric characters. The program would be written as;:
REAL X, Y, FMT '
INTEGER I
. DIMENSION FMT(5)
READ(1, 269){FMT(J), 1=1, 5)
209 FORMAT(1CA3)

+
.
. L]

WRITE(3, FMT)L X, Y

NOTE:. It should be pointed out that in the data input frorm tape, the
enclesing parenthesis of the FORMAT must be included, but the
- word FORMAT itself should be omitted from the data tape. '

5.8 Free Format Input
The FORMAT statement for a free~format input operation is as follows:

FORMAT (FREE]

The effect of 2 READ statement which refers Lo such a FORMAT is to -
cause numbers to be read from the input paper tape, converted according

P

to their appearance, and the resulting values assigned to successive items
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in the READ list (the latter being interpreted according to the standard rules
for fixed-format}). The operaticn is terminated when the end of the list is
reached, and is temporarily halted by the appearance of a halt code on the
input tape,

When reading free-format data, the mode of conversion is determined in the

firstplace by the formation of the number on the input tape The value is

then stored in the form appropriate to the type (integer, real, etc. ) of the
itern in the READ list,

5.8.1  Data Tapes for Free Format Input

Integer, real, double~precision, and complex numbers may be punched on
data tapes. They appear in the same form as constants of equivalent iype

in a source program, 2and each nurnber is terminated by cne or more

spaces or line feeds. The real part of a complex number is terminated by
",' complex part by')!. Blank tape, carriage return, and erase are ignored;
a halt code stops the program pending manual restart.

Acceptable characters are: digits, decimal point, +, -, D, E, comma,
parenthesis, subscript 10, space, tab, line feed, carriage return,

blank tape, erase, halt code. The appearance of any other character .
on the input tape will give rise to an error indication. .

In a complex number, there must not be any spaces between the end of
each number and the commmaz or parentheses.
3.8.2 Example of Free }?crmat‘lnput- ,
The statements:
COMPLEX C
READ {1,100}F1,¥2,731,32,33,C
100, FORMAT (FREE) '

with input data tape:

10.3 - 10 . 7.6 2 5.3%1 {2.4.5)
will result in the following assignments:
Fl = 10.3
e = : 10;0
J1 o= 7 )
Jj2 = 2 IR
Jj3 = 53
cC = - 2.4
C+2 = 5.0

L]
1
1)
o
o9
o
o
&)
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CHAPTER 6: FUNCTICNS AND S5UBROUTINES

6.1 Subprograms ~ General

Functions and subroutines form a means whereby a single FORTRAN

statement may cause the computer tc obey a section of program which

may contain rmany statements. They may be used to oblain one or more
of the following advantages: :

(a} To save the programmer writing the same long statement or
group of statements many times at different points in his
program.

(b) To save core store, by avoiding the repetition of code performing

the same or similar functions. :
' !
{c) To divide the program into units which may be compiled
separately. This has the advantage that if an alteration is
necessary in one unit, it is only necessary to re-compile

that one unit.

() A second advantage of separate compilation is for convenience,
ecpecially when several programmers are sharing a task. They
need not worry about clashes due to use of the same identifier for
different purposes. The parameters and/or Common Blocks help.
to provide a defined interface. : '

{e) Once written a2 single subprogram may be used with different

Main Programs. ;

6.2 Main Programs, Subprograms and Program Units

A complete program in the 905 FORTRAN system, with all the statements
necessary to run it, is known as an executable program. It may consist
of one or more program units. )

Each program unit is cither a Main program or a subprogram written in
either FORTRAN or 905 MASIR assembly code. There must only be one
Main program which should be written in FORTRAN (but could ke written
in MASIR code). A FORTRAN mein program is identified by the absence
of either a FUNCTION or SUBROUTINE staterneantf at the beginning of the
programj {when compiled the program unit takes on the name MAIN.) .

A FORTRAN subprogram is either a FUNCTION subprogram or a
SUBROUTINE subprogram, identified by the appropriate statement as the
first significant line of text. ‘

NOTEL: A subroutine is sometimes referred to as a procedure.

No program unit in 905 FORTRAN may be so large that its compiled code
plus the local arrays and variables (i.e. not in COMMON) exceeds
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8100 words of computer storage.

6.3 Types of ?rc@jcad;z_re

.

In 905 FORTRAN, the following types of procedure can be usad:

(a) Statement Functions.
(b) Intrinsic Functions.
(c) Basic External Functions.
(d) FUNCTION Subpfogra;ns.
%— - {e} | SﬁBROUTI‘NE Subprogx.'ams.

Statement functions are single statements embedded within a program unit,
and are not therefore classed as subprogrames (they are described in
detail later in this section},

= Intrinsic functions are a set of functions provided with the 905 FORTRAN
Compiler system, and listed in Appendix 1 Table A 1.2. Their names ‘

, should not be used for any other purpose. They perform commonly

- required operations such as finding the absolute magnitude of a number.

; Basic External Functions are a2 set of functions also supplied with the

- Compiler system. They perform useful Mathernaticzal functions such as
taking the square root, finding the sine etc. A number of other
trignometric functions can be easily derived from the functions supplied,

for example:

arcsin (%) = arctan (sgrt (le(lwx“)))

The differences between instrinsic and external functions are that, external
functions may be mentioned in EXTERNAL statements and one ’
may write external funciions to replace the standavd functions {if
considered necessarv). For example, the programmer may write a SQRT
routine which took special action when a negative argument was given.

6.4 Subprogram Head -

" A subprogram head is declared in the form:
FUNCTION f(ml, .......... mk)
SUBROUTINE s(mj,Mp.«.von... my, )

or SUBROUTINE s
where:

f is the name of the FUNCTION and specifies its type in accordance
with the implicit type rules (see (vi}).
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s is the name of SUBROUTINE ( apart from the (3 Rule - see

2. 6.3 - a subroutine name is not governed by set rules but, care
must be taken toc avoid clashes of names; therefore the choice of
s is completely arbitrary). ' ‘
Iy, Mg, Mgy - vv e o.M ATe eXpress formel parameters.

Each m; must be the name of a variable or an array, or a
procedure. There must be at least one parameter per FUNCTION
staterent but there need not be any explicit parameters for a
SUBROUTINE. ' -

Each n; which represents an array must appear in a DIMENSION
statement within the body of the subprogramn. In this DIMENSION
statement the upper bounds of its suffices may be given either as
integer constants or as Integer variables which are themselves
express formal parameters. - '

In addition to the express formal parameters, a subprogram may
refer to variables in COMMON, these may be regarded as
implicit parameters.

The word FUNCTION nﬁay be preceded by cne of the following:

REAL,INTEGER,DOUBLE PRECISION, LOGICAL or COMPLEX,
which causes the appropriate type to be associated with the
FUNCTION name.

6.5 The Subprogram Body

A subprogram body is subject to special rules asina normal FORTRAN

main program. They are:

1)

(ii)

(1ii)

A subroutine does not have a value and no assignment may be made
to its name. It may communicate information o the pregram that
called it {main program or another subprogram) by altering the

“values of one or more of its parameters.

Within a FUNCTION subprogram, its name (f) acts as an ordinary

variable of the appropriate type. Ifis undefined on entry to the

FUNCTION but a value must be assigned to it, before exit is made
from the FUNCTION subprogram. ‘

In 905 FORTRAN, the alteration by a FUNCTION of any of iis
parameters is not considered to be an error. However, this
should be avoided wherever possible, particularly as the evaluation
of 2 FUNCTION statement may not validly altex the value of any
other elements within any expression, assignment statement or
CALL statement in which the FUNCTION appeaxs. :

A subprograrm body may not itself contain a declaraticn of a
subprogram. :




(v} _ An explicit formal parameter may not occur ina COMMON or
TQUI.VALL\}*CE} statement (see CHAPTER 4). ' '

{vi} When 2 subprogram has completed its computatmn it returns
cénurol to the prograra that called it by means of & RETURN
sta.tement This comprises of the word RETURN on a new line.

(vii} The body of a subprogram 1s ter minated by an END statement.
ThlS comprises of the word END on a new line.

6.6 [}E}xamples of Tunction and Subroutine Subprograms

| FUNCTION MAX@LU o .

HF(IJ\A 1, : S '

- 1 MAX =

RETURl’

. MAX =1

- - RETURN

- SUBROUTINE MTXMLT (&, N, M, B, L, C)
DIMENSION A(N, M), B(M, L), C(N, L)
C BECONMES A TIMES B
DO1I=1,N
DOl K=1,L
D=0.0 _
po2Jj=1,M
; D= D+A (1,7) % B(J, K)
! 1 C(I,K)=D

'~ RETURN

END

¢

6.7 Calling a Subprogram

(1) A FUNCTION subprogram is activated by writing:

jn some statement which can make use of the value of f.

(2) A SUBROUTINE subprogram is activated by a call giatement,
which takes the form:

CALL s(my, Mo, cennnnns my )

] The FORTRAN word CALL must be terminzted by at least one

space.




(3) If an express formal parameter (integer variable) is used as a
subscript bound then the corrvesponding actual parameter must be
an integer variable to which the correct value of the subscript

"bound has been assigned poior to the call of the procedure.

(4) If an express formal parameter is an array the corresponding
actual parameter should be an array of the same type.

. (5) If an express formal parameter is a simple variable, the
corresponding actual parameter must be a simple variable, arvay
element, consgtant or expression of the same type. If an actual
parametér is & constant or expressmn then the coz‘reﬁpondu}g

- formal parameter:

(i) must not occur in & DIMENSION statement

(ii) must not have a value assigned to it during
the execution of the subprogram.

(6) The actual parameters need not all be distinct.

- 6.8 Examplas of Calling Subprograms
This example is based on the example of subprograms in Section 6.6.

DIMENSION K50, A(5,10), B(10, 20), C(5, 20)
C = THE ELLIPSIS INDICATES THE ASSIGNMENT OF
C VALUES TO THE ELEMENTS OF K, A AND B
I=MAX (K(1}, K(2)) .
DO 1 J~3,50
I=MAX (I, K{(I))
‘ ) 11 =5 o
, 12 = 10" T
13 =20 ’ ‘
CALL MTXMLT (A, I, 12 B,13, c)
END

{H} _ o

6.9 Statement Functions

It often happens that a programmer will {ind some relatively simple
computation recurring through his program, making it desirable to be
able to set up a function to carry out the computation. This function would
be needed in only the one program, so that there would be no point in
setting up a new supplied function for the purpose ~ which involves further
work. Instead, a function can be defined for the purpose of the one

program and then used whenever desired in that p:Ogram. It has no effect

on any other program.

A statement function is defined by wrlhnd a single statemcnt of the form




a = b, where a is the name of the funcfion and b is an expression. The
name, which is invented by the programmer, is formed according to the
same rules that apply to a variable name: one to six letters or digits, the
first of which must be a letter. If the name of the statement funciion is
mentioned in a prior type statement, there is no restriction on the initial
letter; if the name is not mentioned in a type statement, the initial letter
dzstlngals*;es between real and integer in the usual way. The name must
not be the;saxne as that of any supplied function.

The nazne of the function is followed by parﬂnthesc,s cncloswng the argu-
ment(s}, ; Kwhich must be separated by commas (if there is more than one}
The argqments in the definition must not be subscripied.

-The right-hand side of the definition statement ray be any expression not

involving subscripted variables. It may use variables not specified as
arguments and it may use other functicns (exceptitself}. All function
definitions must appear before the first executable staterment of the
program. If the right-hand side of a statement function uses another
statement function, the function definition of the latter must have appearcd

earlier in the program.

"As an illustration, suppose that in a certain program it is frequently

necessary to compute one root of the quadratic equation, ax™ + bx + ¢ = §,
given values of a,b and ¢. A function can be defined to carry out this
compuiation, by writing :

ROOT (A,B,C) = (B + %‘QRT(B w2 4 '~A-C))/(2 <A

The compiler will produce a sequence of instructions in the object program
to compute the value of the f\.mctxon given three values to use in the
computation.

This is only the definition of the function; it does not cause computation
to take place. The variable names used as arguments are only dummies;
they may be the same as variable names appearing elsewhere in the
program. The argument names are unimportant, except as they may
distinguish between integer and real.

A statement function is used by writing its name wherever the functicn

_value is desired and substituting appropriate expressions for the

argum=ents. '"Appropriate!" here means, that if a variable in
the definition is real, the expression substituted for that variable must
also be real, and similarly for the other types of variables. The values

‘of these expressions will be substituted into the program segment

established by the definition and the value of the function cos'nDuLed The

- actual arguments may be subscripted if desired.

Examples of the use of the statement function terms defined are:

Z = ROOT (2.0,8.0,3.0) + Y

Z

which finds a2 root of 2.0 x“ + 8 x + 3 and adds value Y
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Z'= ROOT (E,DM ¢ 5.0,DM) * BETA -~ ATAN (G

which finds the root of (Ex2 #(DM+5) x + DM) and multiples it by BETA,
before subtracting ATAN C. - :

Variables in the right-hand side of the statement function definition need

not all be dummy arguments. If a variable name is not a dummy argument,

it has the same meaning &s that name anywhere clse in the program unit.
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CHAPTER T: USE OF MASIR/SIR CODING WITHIN FORTR1 N TEXT

7.1 . Code Se;tioms

- There are certain operations which are faster and more economical when
written directly in MASIR than when written in FORTRAN and translated
into machine code.

The examples used in this chapter illustrate the method of wmtmg SIR
coding as part of a FORTRAN program.

Tt is assumead that the reader of this chapter is familiar with the programm-

ing language MASIR. B ' _ S S
) ' ) - {
7.1.2 Format )
A code section may cither be a con nplete subprogram or may be a part of
a program unit, the remainder of which is written in FORTRAN source text. ;

In the latter case, the machine code instructions are preceded by the 7 i
directive CODE written as a FORTRAN statement on 2 line by itself and '

terminated by the directive FORTRAN written on a new line.

l

7.1.3 Forin of Machine Code Instructions Within a FORTRAN Unit

- Machine code instructions are written in a {form similar to 900 series SIR
coding. These instructicns are written one per line. Labels should always
be written o the lefi hand edge of the coding sheet i.e. to the left of the

vertical line if vusing a 'free- io*‘mat’ coding sheet. The instructions

telied should be separated by two spaces from the label, or alterna:.wely

-k

C
he label mzv be on a line of irs own.

The {ancticn and operand are written to the right of the vertical line on a
sheet. The function consists of an unsigned one or
range 0 to 15, preceded by a / if the instruction is
crand (address part} follows the function on the same

ezthér at the beginning of a :

L comment it intreducen by i

Fy
. H .
1 3 ] icates that the remainder of the
""" urrent linz of fexi is io be igr P by the cornpller. t should be néted
ri )hi parentheses te terminate the
né over more than one line.
T.l1.4 Labeiling Instructions
. Machine code instruciions may be lebelled. but only with identifiers of the
form Qn, \:’nere n represgente 2 pumbs=r consisting of one to five digits.

,,,,, ) Exarnples: . e L EE o : p !

Q1 G209 GeTees . o g
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The numeric part n is treated by the compiler in the samne way as FORTRAN
ternent labels. It should be noted that these numbers should not be duplicated

with any other label in the prograrm unit. The number n may be used ina

S GOTO statement within the program unit and similarly any Fortran state-

mment number m within the unit may appear in a machine code jump (branch)

instruction &s an identifier preceded by the letter 3 i.e. Qm. In either

case the rules of FORTRAN must be obeyed; for example a GOTO or machine

code jump must not cause control to be transferred into a DO loop from

outside its range (except for an extended range DO},

7.1.5 Operand
The cperand {or address pari) of a machine code instruction may take one

of the {ollowing forms:

{1} Gonstant, An integer (4 or -) or octal (&) literal constant may be
introduced. These are handled by the compiler as FORTRAN
constants and are allocated a position in local workspace.

(i1) Variable or Array Name. The address placed in the machine code
instruction depends on whether the identifier is & local variable,
array, item in COMMON or a formal parameter. For an item ina
localdata ares, writing the name as an operand causes the address
of the variable to be placed in the instruction. If the name has not
been previously encountered by the compiler in the current program
unit, it is classed as an integer or real variable according to
FORTRAN implicit type and the allocated space is local data
(implicit types follow the rules state in Chapter 2 - integer variables
must start with one of the letters I, J, K. L, M or N).

If the variable name quoted in the address part is a local array
name, the address placed in the instruction is that of the first
element i.e. (1), (1,1) or {1,1,1) of a one. two or three dimensional
array respectively. In either of these cases, the identifier may

be followed by a positive cffset +n for referencing multi-word items.
If the identificr is a variable or array in COMMON, or a formal
parameter of a subprogram, writing the name 25 an operand causes
the address of a local data location to be placed in the instruction.
This location holds the address of the variable or first array
element relative to the store module of the current program unit .’

(3ii) Absolute addresses. The machine code function may be followed

by an unsigned integer in the address part of the instruction,
indicating a core store address, input/output address or a number
of shifts. .

7.1.6 Example

The example which follows is a subroutine containing machine code ingtruc-

tions.
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[ THIS SUBROUTINE SHOWS EXAMPLES OF MACHINE .CODE SECTIOND

SUBROUTINE SUB(IF)
DIMENSION IA(100)
COMMON K, J(160)

""" CODE |
PR (ADDRESS OF J)
5  IWS |
FORTRAN

DO 9 N=1, IP
IF (N-120) 1,2,2

1 CODE
o 1P |

""" 4 0 (VALUE OF IP)
0 K |

i iz o (NEGATE AND ADD VALUE OF K}
9 Q2 )

0
/4 IA GET 1A [N#1] )
0 IWS
/5 0 (STORE IN J)

. o | |
10 IWS
4 IA+20 (a [21] )

B 1 -6 ' |
14 3 | - ;
6  &077770 ‘ o C
7 Q9 | ‘ j,f
5 M

FORTRAN . o o )

WRITE (3,8) M : |
8 FORMAT (15) | S o
9 CONTINUE

 RETURN

_~ ' EnD
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prosenss

7.1.7 Return to FORTRAN Text

After a group of SIR machine code instructions a return to the FORTRAN
source program will be necessary, this can be achieved by using the
directive FORTRAN written on a new line. '

7.1.8 Constraint on Symbolic Names

When machine code instructions are included in a program unit, possible
confusion is brought about when using variable names composed of the
Jetter Q followed by 1 to 5 digits. Such names cannot be referenced within
a machihe code section as they would be treated as label veferences and
so should be avoided in the FORTRAN text. '

7.2 Program uni’s in Machine Code

The facility for in-line machine code will cover the majority of requirements
not catered for by the FORTRAN language, withthe advantage thatthe standard
subroutine linking code is autornatically ingcrted by the computer. The loader,
however, also allows independently compiled MASIR blocks to be incorporated
into an object program. The following points summarise the rules for calling
MASIR program units from within FORTRAN texts. ' o
1} On entry to a block of SIR code, a correct module-relative link
has been planted in the first word of the bleck and a jump made to
'_the second word. At this time, the accumulator contains in bits
17-14 the module number of the call minus the module number of
the SIR block. Following the call are the addresses of any operands,
relative to the module of the call. A parameter address word con-
taining a direct address has bit 18=1; one level of indirection is
provided by setting bit 18=0.

2) The macro CALLG (name) should be used to call any further sub-

routines, and parameter addresses set up as previously defined,
In principle the Main program of an executable system can be in

MASIR, calling FORTRAN subprograms by CALLG.

3) It is not possible to access FORTRAN COMMON storage, except by
passing addresses of items in COMMON as parameters to the SIR
block. :

4) Return should be made to the location following the last parameter
of the call.

These rules are now expandedA in greater detail.

Within each store module {block of 8192 words) inte which a program s
loaded, the FORTRAN/MASIR loader places a set of instructions known

as module code; these provide a means of transferring between subroutines
in different modules. When the FORTRAN compiler generztes a call of a
SUBROUTINE or FUNCTION, it generates a special macro which is processed
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by the Loader, The Macro Assembler MASIR generates the same macro
when the source code macro CALLG is used, CALLG is written in the
form: '

CALLG(SUB)

'where SUB is the name of the subroutine to be entered.

The loader macro, previously mentioned always generates three words of
code. If the subroutine in question is loaded into the same module as the
calling routine, the loader generates a dicect subroutine call, equivalent

to the assembly code sequence:

-4 40

11 SUB
8 SUB+I

If the subroutine is loaded into a different store module, the loader gener-
ates, for each call, 3 words equivalent to the assembly code sequence: )

4 +5UB

11 QMC (Call SUB via Module Code)
8 .QMC+11

where +SUB represents the address of a location holding the address of
SUB relative to the calling module.

The modulc code QMC has the form:

Word

. o QMC  »>p- _
'I‘; i to | 10; .(Reserved for FORTRAN, etc. use)'_ ‘
ST 5 W (Store Relative Address) '
12; 0w )
| 13; 6 760000
14; 2 O»MC
15; A ) - /5 0 (Store adjusted link)
16; 6 &760000
1T /8 1 {Jump to subroutine er;try)

This code is automatically duplicated in each module in which code is
stored.,

The called subroutine may be written in Agsembly code or FORTRAN. If
SUR is written in Assembly code it should have the usunl form: .




SUB > (Link)

(Entry point following link)

(Body of Subroutine)

0 SUB  (Exit)
/8 1

If the call of the subroutine is from FORTRAN, 7 this example is
tquivalent to a SUBROUTINE with no explicit formal parameters.

If the Subroutine has two explicit formal parameters, e.g. SUB2 (I,7),
the 3 word calling macro will be followed by-two addresses referencing
the actual parameters. Bxit from the Assembly code subroutine would be
to the third location after the call (e.g. by /8 3 jump).

For each parameter address, if Bit 18 = 1 (i.e. the word is negative)
Bits 17 to | hold the direct address of the parameter, relative to the
calling module. If the word is positive, (Bit 18 = 0), then Bits 17 to )
contain an indirect address. This address points to a location of store
holding the actual address of the parameter, relative to the calling
module.

Example:

SUB2 starts at 7000t 0 (location 7000 of store zone 0), and is called {rom a

program in zone {Module) 1 say at 5001. There are two parameters to
.+ the call, the first direct, an array starting at location 800%1, the second
““indirect, an integer at 200072 (i.e. 18384). The loader has allocated

OMC to location 8000%] in store zone 1. The call might take the form:

- 4 600
11 8000
B 8 8011

/0 800  (pDirect address, relative to Zone 1)
0 700 (Indirect address)

where 6{‘30%1 will hold ~1192 (= 7000-8192) the relative address of SUB2.
- And 70071 will hold +10192 (= 8192+2000) the relative address of the

" second parameter.

In MASIR assembly code this fnay be written;
LCALILG(SURZ2)

- /0 ARRAY . o .
0 ADRB
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where ADRB is a local data location holding the address of the second
parameter, If the second parameter is fixed one could write in ADRB:

ADRB +X

— _ where X is the (global} name of the actual parameter, but this could be
simplified further by omitting ADRB and writing: |

- CALLG(SUB2)

/6 ARRAY

0 +X

. When writing in Assembly. code any parameters referenced by direct address
must be in the same module as the call. Any non-loczl parameters which
are, or might be, in another module must be referenced indirectly. This
is because the +LARBLL facility of the assembler may generate a negative
or a positive address, depending on the relative position of the label.

Therefore, it is not permissible to use the form +LABEL on its own,

(i.e. not preceded by a function number} in the words following the CALLG.
0 +LABEL is permissible because its generates an indirect ("literal")
address, and the parameter word itself will always be positive. ‘

If written in Assembly Code, the subroutine SUBZ might take the form:

[susz] -
----- SUB2 > o e
5 ADJA (Address adjustment)
0 S5UB2 ‘
9 STPAl {Direct address)
1 ADJA P
5w o -
0 w -
N /4 0 ,
STPAL 6 &371777
) 1 ADJA
5 PAl (Store address of first parameter)
‘‘‘‘ 0 SUBZ
/4 2
B 9 STPA?
ADJA
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~ 0 W

/4 0
STPAZ 6; &377177
1 ADJA
5 W (Store address of second paraineter)
0 W ‘
ja o (Pick up value of second paramaeter)
(If the program is to be run on 905 or 920C only, the 5 w, 0 W

sequenues may be replaced by ATE).
Exit from the subroutine would normally be in the form:

0 5uRB:z i S

The reader may find it helpful to work through the giver sxamples, using
numeric examples of addresses, to confirm that the parameters will be -
accessed correctly, and that return will be madse correctly to the calling

program,

A FORTRAN function call will be compiled in the same way as a subroutine
call. H it is an integer function, the result wili be held in the machine
A-register on exit from the FUNCTION, If a real, double precision or
complex FUNCTION the result will be in the appropriate software pseudo-
accumulator of QFP. ‘

If the subroutine written in assembiy code will never be called directly

from FORTRAN, it is of course possible to siraplify the subroutine bady, fer
example by only aliowing direct address pararneters, or by a completely
different methcd of parameter passing. The use of the CALLG macro

does not dictate any particular method of parameter passing, it merely
supplies an address adjustment factor in the A-register on entry to a

subreoutine,




CI{APTER 8: WRITING FORTRAN PROGRAM

8.1 Program Writing
The format for Standard FORTRAN programs is based on the use of punched
cards. Since the majority of 905 FORTRAN users input programs via the

medium, paper tape, an alternative format called free~format is provided.

The Standard FORTRAN formatl for prOg}:am input is referredto as fixed
format. -

Column numbers in fixed format input are determined by counting the number
of printing positions from the leit hand margin (i.e. the number of signifi-
cant printing characters since the last new line (linefeed) character,
including space but exciuding null (blank paper tape}, carriage return and

erase. o ] -
8.2 Fixed Format

When writing pr g ains in fixed format,. a FORTRAN coding sheet should

be used, with individual character positions marked on eachline {squared graph

paper may be used as an acceptable alternative). The first six columns
are reserved for special use, and columns 7 to 72 usually contain statements
(spaces are not significant in this area except where specifically stated

e.g. Hollerith strings). = )

The significance of the varicus lines are as follows:

a) COMMENT lines e S ]

A cornment line must commeénce with the letter C written in the
first column; the remainder of the line contains text inserted

b} the programmer. They are used to improve visual interpreta-
tion of the text to a programmer or user who wishes to under-
stand or modify the program, or for the purposes of the original
programmer who returns to modify the program after considerable
absence from the program(Comment lines are ignored by the
compiler, but mist not cccur between 2 line and its continuation
line, or between two continuation lines).

1 linc is the first line of a statement {frequently it will
y line of a statement. It is distinguished by leaving
blank or zero. i.e. the sixth significant character in
either space cr digit 0). Columns 1 to 5 will either be blank or
4 stztement number.

—

ontinuation lines -~ . .

line is used to extend a2 statement which requires
mors characters that may be punched on a single line. It must
“follow an initizl line or another continuation line (Comment may
not He used in the middle of a statement),
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NOTE:
- d}
8.3
NOTE:
z2)
b)

{blank) or zero (0} in column six.. In practice, it

A contiruation line is written.with a character other than space

the digits 1 to 9 to number the continuation lines »
line. There may be up to 19 continuation lines tc a single statement
in a Standard FORTRAN program, but S03 FORTRAN will not
detect the limit.

There is 2lso a limit on the complexity of 2 statement, the
complexity being expressed by the number of ne d expressions
and function calls.

It is recommended that columns L to § of a2 continuztion line are
leit blank. '

END line -

An END line is the line which terminates a program unit,

»

It should be w xi ter with spaces {blanke}in.olumns 1to 6, and the
letters E, N, D incolumns 7, 8, Y respectively. The END lineisnot'an
executable statement and the statement preceding it must be a
GOTO, STOP or similar statement. If the program execution

L)

appavrently leads to an END line, the effect is undefined.

Free Formaszat

. The compiler discriminates between free and fixed format 1nDut
P

as follows. Fixed Format is assumed m)umly’bm if the first
character or the first line of & program unit is a character {
(apart from new line) ‘this.intreduces a comment line; the program
unit is read as free format. Every free format program unit must
start with a comment.

It is not suificient for only the first of a group of units to start
with a comment.

When either writing or punching programs, the following rules must
be observed:

Programs are wriiten on lined paper with a vertical line approx-~

‘imately 1§ inches from the left hand margin,

Each FORTRAN statement starts on a new line and the statement
proper is written to the right of the verticai line {columns 7-72incl).

Statement numbers are written to the left of Lhe vertic l'li
{columns 1-5 incl.).

Continuation lines are to be indicated by & currency symbol{§) to
the left of the vertical line (Continuation lines are used where the
statement is too long for one line of text).

Comment lines in free format are to be indicated by the symbol [ :
written to the left of the vertical line (In fixed format,the letterCis
used for this purpose,again to the left of the vertlcal line). A cornment
line is zg)nored by the compiler.




£y When punching, any code to the left of the vertical line is punched
first; two spaces follow and finally the statements.

8.4 Punching Instructions

An example of program punched from coding is given in Section 8. 6.
Punching rules are as follows:

a) The program can be punched on any type of tape punching equipment
B operating in 900 series, ISO, British Standard or ASCII code.
' Whatever equipment is used, the punched tape produced should ke
verified {using a verifier punch) by a second operator, or should
_ be printed out on the teleprinter. The print-out produced should be
checked against the original program coding to ensure that no
punching errors have occurred.

------ NOTE: On some type of punching equipment newline is punched as a
single character, whilst on other types a combination of carriage
- return and line feed characters is used. On this latter type of

- " equipment, N consecutive new lines should be punched as:

carriage-retarn, N line-feeds, blanks T
b) A program can be written on a pre-printed FORTRAN coding :

Sheet or on lined paper as specified in Secticn 8. 3.

c) Always punch the full written program {i.e. include all blank lines,
spaces etc.} to ensure a correct print-out. '

- d) For Free Format text, always ensure that two spaces are left
between code to the left of the vertical line and the rest cf the
information carried on that line of coding.

e) Exercise care to avoid confusion between the following sets of
characters: ' '

Figure 0 and the Letter O

Figure 1 and the Letter I
Figure 2 and the Letter Z
Figure 5 and the Letter §
These characters must be punched correctly and punch operatofs must

familiarise themselves with the various punching conventionsused by the
various programmers in their coding.

NOTE: There is no universally accepted convention, even for distinguishing
B between letter C and figure 0, although it is common practice to
slash a zero (P). .

- f} Always run-out about 6"(15 cm) of blank tape at the’ beglnnvno- of
every tape punched. . - _ P

LR
+




)

8.5

If an incorrect character is punched, this may Le rectified by
backspacing and overpunching with an 'erase’ character. The

‘erasc! character does not vount towards the masximum number

of characters that can be punched on a line (see b

A line of text must not include more than 80 characters (blan}\ and
erase do not count towards this total). S

Names Starting Wit;‘;l Q

If the first character of an identifier starts wzth the letter ¢, the second
character must be the letter 7. : '

8.6
{

Example of Written Program in Free ~Format

MATRIX MULTIPLICATION
SUBROUTINE MXMULT {(A,B,C,1,1,k)
DIMENSION A(I, k), B(1,J),C{J, k)
DOUBLE PRECISION AA

A= B¥C
DO1II=1,I
DOlkk ,k
AA =0

DO2J3T=1,1 o
AA = AALB (11, J7) * C (37, kk)

IF (AA-1D19)1,1,4 | :

A{IL, k&) = AA . . : .
RETURN

WRITE (3, 9) AA

GOTO 1

FORMAT (22HINNER PRODUCT TOO BIG =,
D20.10)

END

This program would then be punched thus:
[ MATRIX MULTIPLICATION
SUBROUTINE MXMULT (A,B.C,1,7,k)
DIMENSION A(L k), B(I,J),C(J, k)
DOUBLIE PRECISION AA

[ A=BxC

DO 1 II=1,1

DO I kk=1,k

AA=O

DO 1 II=1,

I
DO T kk=1,k

AA =0

DO 235=1,7

2 AA=AALB(IL, JT) *C (JJ, kk)
- IF (AA 1ID19)1,1,4

1 AT, kKk)=AA

RETURN

4 WRITE (3, 9)AA

GOTO 1 .
) Page 8¢




9 FORMAT (22HINNER PRODUCT TOO BIG=,
7 D20.10) _
T END

Arn alternative layout for the coding of the example in fixed format

would be:

C  MATRIX MULTIPLICATION
SUBROUTINE MXMULT (A,B,C, 1,‘,,K}
DIMENSION A(L K}, B{I, K}, C{J,K}
DOUBLE PRECISION AA
A=BEC
ool n=1,1
DO 1 KK=1,K
AA=0
DO 237=1,7
2 AA=AASB(IL JI)C (JJ,¥K)
Ir {AA-IDI9) 1,1,4
1 A{IILLKK) = AA
RETURN
4  WRITE {3, 9)AA
COTO 1 :
FORMAT (22HINNER PRODUCT TOO BIG=
1 D20.10
END

]

8.7 Correction of FORTRAN Programs

Corrections to a ¥ ORTRA’\? program must be made to the original FORTRAN _

text. Individual units changed should be re- compiled.
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CHAPTER 9 COMPILER OPERATION

‘The compiler is designed to process independent program units, which it

converts into relocatable binary form suitable for presentation to the linking
loader. Once compiled, 2 program can be incorpoerated in any number of

object pregrams.

A secondary output identifies the program upit and specifies to the programm-

-

er any errors detected during compilation (see Chapter 10). It also
O

optionally supplies a store map and a lict of external identifiers refer-

enced by the propram.
Y prog

9.1 Options _ _ _ _ _ “

Opticns are expressed a5 an ccial number formed from the sum of

the individual options required by a program; if all options are omitted, a
standard option 00 is assumed, Values of other options are:

i
i
1 -
!

01 Syntax check only

oy Data map required L co . .
04 Data map output to pun-ch |

10 - Pack in'tegc:r arrays o . . ’

Hence, a program with standard option 00 calls for normal compilation

with standard integer arrays {(i.e. not packed). A program with option value
octal 13 calls for syniax check (octal 01), data map requirement (octal 02),
with packed integer arvays (octal 10}, ' o

9.2 Secondary Qutput - - ..

The heading FORTO?2 is output when compilation of a program unit

commences [the serial number identifying the version of compiler in use,
which can very). Errcr messages,if any,are next output and are followed
by the data map (if reguired} and finally the terminating message. This
output takes the form: S o i

v

UNIT »ooxxxx SiZE=nnnn

where:

d

=

NuNxXxK 15 the unit name, a

1

annn is the number of words occupied by code, constants and local variables
bles or arrays in COMMON.

and arrays but NOT varia

When an error occurs. a value for the unit size is output which includes
code, constants etc., This value does not include the error statements
and the value should therefore be treated with caution.

9.3- Ervor Reports

4

L4

& ¢

The general fovm © ror vutput indication is:
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ttt nnnn 1111 B S o
\;rhere: h

ttt is the error type code (see Chapter 10)

nnnn- is the last statement numbér eﬁcountered, and

1111l is the count of non blank lines since this statement number.

If an error is encountered before the end of 2 statement, the part of the
statement already processed will be displayed on the next line.

EQUIVALENCE statements are not processed by the compiler until the

end of the specification section of a program unit. If an error is detected
during this processing, the statement number and count of lines only
indicate the first statement following in the unit which is not a spec1f1caLmn
staternent. A further number (cc) is output which shows the position 5

"reached within the total EQUIVALENCE information (regarded 2s a smgle

continuous line with blanks and the word EQUIVALENCE omitted).

If the line (indicated by 1111) is a comment line, the error recorded refers
to the preceding statement. For all except warning errors (identified by
the initial letter W), the cutput of RLB is termmated

With_ the exception of error ZZ {compiler workspace full), the remainder of
the program unit is scanned and checked for correct syntax. Hence, any
error messages output from this point (i.e. store full) although they may
be useful to the programmer, must he regarded with caution.

9.4  Data Map

If the data map option is set, upon detection of the END line statement the
following information is cutput: ‘

DATA MAP @ »xooxxx

YYYYYy aaaa b
Yiyyyy* aaaa ! bbbbbb

™ -

where:

zxzixxx is the unit name; there is an entry in the map list for each variable’

or array referred to in the program unit.

YYyyyy refers to the symbolic name of an item

aaaa refers to the relative address of that itemn, and

t refers to that address type. The address type can be:
0 Undefined '

I COMMON i

3 Local data

4 Indirect address in local data e
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*

In the instance of COMMON, the block name bbbbbb is also given,

(All addresses are relative to the start of the program unit or COMMON

block. Absolute addresses can be derived from a global list after leading
of the program.

The 'undefined! type {value 0) includes parameters of statement functions,
but canalso indicate miss-spelt nameas.

After the vaviables and arrays are printed the label list is of the form:

LABELS

DNNNDND aaad

where:?

nnnann is the statement number

aaaa is the relative address of that statement (relative to the start of the

program unit)

NOTE: If the address is omitted, this means that the label has been
referred to but not defined.

The last section of output lists the external references in the forms:

EXTERNAL

PPPPPP

bhhbbb ssss ' .

All external procedure names pppppp oOr COMMON block names bbbbbb
referenced within the program unit are included, the latter indicating the
block size by ssss. Blank COMMON is displayed asablank with a size.

-

1
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CHAPTER 10: ERROR MESSAGES

Included in this chapter are the error messages which are output at
Compile-time, loading time, object time and the Control error reports.

10.1 Campile«time Eerors

The following table contains error messages which are output during

compilation.
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10.2 loader Error Nessages

See MASIR manual.
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A

10.3.3 Control Error ‘&’eports

The table which follgws contains control error reports.

Routine Name !|Error Code | Description Comment
3 ' QFP EIF Invalid parameter J Should only arise
= | code ) when QFP is calied
b QFPp EMS Invalid mede ) from SIR segment or
' setting

) in-line code

,,,,,,, QCG ERR Index out of First address is call
range in and second is index
computed GO'TO variable. Restart.

causes continuation
as though index variable
had value 1.

————
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CHAPTER 11. OPERATING INSTRUCTIONS ' o

The following sections contain the Operating instructions ('fer operating
within FAS or RADOS operatfing systemssee the appropriate Operating
System description) for a paper fape environment: '

11.1 Compilation

13 Input the tape 905 YORTRAN CoOMPILER " by initial
instructions (Entry at Iocation 8181).

2) Enter at location 16, Symbol w will be cutput on the on-line
teleprinter. ‘ '

3} “Specify the required option, by typing ietter Ofollowed by one
or two digits, then newline,

The digits s ecify an octal rumber, the sum of the values required arve
made up from: ' ‘

01 Syntax check only, no code outi)ut.

02 Data Map requiréd. )
04 Output data map to purﬁch. .

10 Compressed integer array storage allocation.

If option zexro (00) is esed, this implies normal comgﬁilatiori, no data rnap,
and two words allocatad to each elament of integer arrays (for compatab-
ility with other FORTRAN comnpilers layout of COMMON areas). Option 3
Tequests a syntax check, with cutput of data map to the on-line teleprinter.

4} Load the FORTRAN source program tape in the reader and type
Mor R, to compile the program. Program units wil] be read and
pProcessed until a halt code i read (or '"dictionary full’ error occurs),

5) To process further Frogrems, repeaf from step 3).
&) Wind up ezch relocatable binary ouiput tape as follows:

When punch output is coimpleted tes - off the tape and labe] the
underside of the end mearest the tear., Wind the tape to ensure
Py o - " ]

that the labelled end will be read ficst by the reader.

7y The units cormapiled are new ready 1o load and run. Program
units may he compiied in varicus WAYS 1.e, . ;’
Together




Compilation of each unit {meain, function or subroutina} is indepens

dant of other units in a program.
1.2 900 Loader Operating Instructions for FORTRAN use., o0 0

The '900 Loader’ tape distributed with MASIR is also used to load 905 .
FORTRAN relocatable birary tapes generated by the compiler {(sum-~c
binary tape}. Procecd zs foliows: ' o

1} Load the '900 LOADER"® by initial instructions {entry at location
8181}. : ' S ' ' o
- 2) ~ Enter at location 16; symbol & is displayed on the teleprinter.
" 3) Type options into the loader in the form: -

Ofollowed by the option value in octal {see _S&C":iOll; I3yl

+

4) ~ Load the first relocatable binary tape in the reader and type L
to enter the Loader. This tape is read until the tape reader
unloads. :

"5)  Load subsequent tapes in the reader and press the READ button.

6) Press RESET, entsr at location 16 and type option 03L to load

the first library tape called '905 FORTRAN LIBRARY VOL. 1
However, if output is required to paper tape, the option 5171,
should be used, o N :

7) - Load the tape '905 FORTRAN LIBRARY VOL. 2' and press the
- READ button. ; :
8) When all programs are loaded, press RESET and enter 2t locztion
16, : )
9} Type M.

If there are any unlocated labels, these are printed on the
teleprinter (i.e. global labels, Program names or data labels
referenced from programs loaded but not included on any tape
actually loaded). '

If there are no unlocated labels, GO is output,

If loading was direct into store, the program may be started

by re~typing M. If the loading process produced a binary tape.
this should now be complete; type M, runout the tape and tear
off from punch, : o .




[e—
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11-3

If there were unlocated labels; either return to step 3)or 6)toload
further tapes, or type M to run the programdisregarding the missing
labels (0V will beoutputto indicate override, inthe latter casej, If
eutput was to paper tape, it will be completed. Ifloading was direct to
core store, the program may be started by typing M again {i.e,
for the third time).

If there is a MATN program, the executable program will be
entered at this point, irrespective of the order of loading tapes.
The MAIN program may be either a FORTRAN main unit, or a
MASIR unit with global label MAIN.

If there is no MAIN program, the executable program will be
entered at the first location of the first tape to be loaded, (It is
possible for this unit to be a FORTRAN subroutine with no
parameters, in'which case the RETURN statement of that sub=-
routine must never be obeyed). '

If 2 sum checked binary tape was produced, this will be loaded by
initial instructions. When loaded, the program may be entered
by jumping to location 16 and typing M.

If an option is typed before typing M to enter the program, this
will be held in the A Register on entry. This option may consist
of up to 15 digits (i.e. 5 octal digits) long.

Type C if continuation required after a halt code on inputting data,
PAUSE, or run time error message. R or C may be typed when~

ever the symbol . is displayed.

Loader Option Bifs

The loader option must be either a one or two octal digits, the sum of the
digit values implied follow: ) :

Bit 1

Bit 3

Bit 4

‘Bit 5

= 0 if loader to be initialised {first prograra tape).
= .1 if loader not to be initialised {(subsequent tapes)

= 0 if everything read is to be loaded

= 1 iflibrary scan (only load programn units which have
been referanced but have not been located), Ignore
units which have already been loaded,

= 0 if loader is to store program in core

= 1 if loader is to ouiput program on paper tape or backing
store,

= 0 if loader is to store program on backing store,

. 1 if loader is to output program on paper tape,

(Bit 4 is ignored if bit 3 = 0)

if the program to be lozded is to use the built-in routinas

H i
L =

if pfogram to be loaded does not use the built-in routines,
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Bit 6 = 0 . ignore _ L _
o= 1 - freeze current dictionary and store layout. If option with
bit 5 = 0 and bit I = 0 is now typed, the loader will be
-reset but the programs already loaded will not be lost.
They will be preservedinstore for use by future programs,
unless overwritten at runtime. ' :

Bit 7 =

o ignore
= 1 list labels
Bit 8 = 0  print first/last messages
= 1  suppress firstfiast messages
Bit 9 = 0 halt after warnings ¥CLW, *COM
= 1 continue after warnings -
11,4 | Store Layont - _ o L _ - _ e o

11.4,1 Ioading _ :
The loader occupies locations 128 to 2800 (approx. )
The program entry instructions cccupy location 15 to 19

The dlctlonary formed by the loader, occupies store from location 2800
upwards, with five locations more for each global label.

Program is stored downwards in each module becween the free store limits
set by LODSET. A store full indication is given if the program cannot be
stored without overwriting the loader or its dictionary. Blank COMMON

.overwrites the loader from 128 upwards to the higher addressed store.

If a2 program cannot be inserted into a given store module it is loaded into
the next module down (Down indicates towards the lower addressed end of

core store), if sufficient space is available.

If loading via paper tape reader, the program is not actually stored, so
that the store used by the 'Loader' and its dictionary may be {illed with
program, down to the top of the blank COMMON biock, or location 128

if there is no COMMOQORN.

11. 4.2 Different Store Sizes

If a cdre store of more than 16K is used, LODSET is used to set the
actual store limit LODSET is built into the '900 Loader' and its use is
described in the MASIR operating instructions.

905 FOR TRAN programs require 16K of store for compilation since the
computer and its dictionaries ete. occupy at least 0K of store. However,

it is possible to load and run programs on an 8K 900 series computer, if
the loader is set for 8K operation by LODSET.

11.4,3 Library

The '905 FORTRAN LIBRARY VOL. 1! contain all the Intrinsic and Basic
External Functions and special FORTRAN object tirne routines,
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Fa0s ?ORTRAN LIBRARY VOL. 2! contains the floating point, double length
and complex arithmetic routines (QFP}, the READ/WRITE routines (QIO)
and PTEXEC. PTEXEC contains character input/output, error routines
and program control (see EX900).

11.5 Store Map at Run~time

Store maps for typiéal program in either 16K or 24K store follow:

- PROGRAM UNIT
A ‘ _
NAMED COMMON X - ) . Module2
PROGRAM UNIT S R ‘
B . .
16384 [INAMED COMMON
v ' 16383 NAMED COMMON U :
v ) PROGRAM UNIT Module 1
NAMED COMMON Z E
PROGRAM UNIT NAMED COMMON Vv
C _ PROGRAM UNIT F
""" LIBRARY ROUTINES | LIBRARY ROUTINES
8192 UNUSED STORE 8192 UNUSED STORE
i 2130 UNUSED 8130 SCB l.oader
PROGRAM UNIT PROGRAM UNIT
LIBRARY ROUTINES
PTEXEC (Library) Library
Module ¢
UNUSED STORE Routines -
________ 2800 BLANK - ' PTEXEC (Library) |} Space
: ] ‘ UNUSED STORE Ocupied
f by
COMMON
S BLANK COMMON LOADER
128 B : 128 ) ) :
321 A.T.U. LOCATIONS 32 ] A.T.U. LOCATIONS
16] ENTRY POINT ETC., 16 | ENTRY POINT ETC.,
8] SYSTEM LOCATIONS 8 | SYSTEM LOCATIONS
O|REGISTER STORES 0 | REGISTER STORES
24K 16K
The 16K version on the right can only be loaded b§} allowing the loader to
generate sum checked binary paper tape.
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Thesec maps only apply to paper tape-environment { but not to either the
FAS or RADOS env;ronment)

T}we total library routines should cccupy about 9K of core store, but it is
highly unlikely that any one program would use all the routines. Only thosge

-routines required are actually loaded with a few exceptions, e.g. if SIN is

required DSIN will also be loaded, since these are to be found in the same
program and use the same main code section.

The majority of programs will require routines QFP, OIO and PTEXEC,
which together cccupy approximately 4000 words. Integer only programs
will omit the routine QFP {approx. 700 words) and programs without READ
or WRITE statements will omit routine QIO (input/output package - approx.
2800 words}. Input and/6r output could be entir ely in Assembly code. Any
FORTRAN program using any STOP, PAUSE, READ or WRITE statements

will use PTEXEC (approx. 500 words). a . o

— . ._ . . ‘ ) ° - . : . —Y" . - Page 112




APPENDIX 1: BASIC SUPPLIED FUNCTIONS

Tables A.1.]1 and A.1.2 lists both basic external functions and intrinsic
fundtions supplied with all 905 Compilers. The principal difference between
Basic External functions and Intrinsic functions is that the former may be
ased in EXTERNAL statéments, and be replaced by user's own versions.
However, the Intrinsic function cannot be replaced by user's own version.
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APPENDIX 2: DIFFLRE\TCES BETW SEN ASA AND 905 FORTRAN

905 FORTRAN is ASA standard FORTRAN, as defined in USASI document

¥X3-9-1966 with the {ollowing extensions and restrictions.

a) The following are extensions to ASA standard FORTRAN.

1. Optionally, free format may be used for program and data
T {see Chapter 5)}.
2. Facilities for in-line machine code {see Chapter 7).
. 3. Some relaxation of ASA standard rules on the mixing of arith-

metic modes {see Chapter 3}.

4. Option of packed integer arrays (see Chapter 2).

b} The following are restrictions in 905 FORTRAN which are not
- presentinASA FORTRAN. :

1. Restrictions on the sequence of statements within a subprogram.
The statements which make up a program unit must appear in
the following sequence:

Q) SUBROUTINE or FUNCTION (ex_cevpt in a main program)
(ii} Specification statements ' ‘
(iii) DATA statements
(iv) Statement quctxon definitions

{v)} Executable statements, FORMAT stdtements and
in-line machine code sections intermixed {in any order}.

(vi) END line.

2. Restrictions on the sequence of items'w ithin an EQUIVALE‘\CL
group i.e. a set of parenthesmed 1tems inan EQUIVALENCE
statement.

a) If a group of equivalenced items includes an item which |
is also in COMMON, that item must appear first in the
equivalence group.’ )

b} If the same name appears in more than one group that
name must appear at the beginning of the second and
any subsequent group in which it occurs.

Restrictions on names

(W% )

The name of a COMMON block must not be the name of a
FUNCTION statement. There are also certain restrictions
_on names beginning with the letter Q (see u‘aanter 2)
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and

| - This problem may be overcome by - ) R o )

-

4. Printing of Formatted Records

Standard Foriran specifies that the first character of a
- formatted recoerd is not printed, but used for vertical
.. format ¢ontrol. 905 FORTRAN does print this character,

5.  No BLOCK DATA subprograms in 905 FORTRAN.

Compatability between different FORTRAN implementations,

The use of 'A* format almost always causes compatability
problems. 905 FORTRAN makes it possible to store up to

three characters per 18-bit word for each 'A' format specifier
(see Chapter 5. . L el e

s

(i) sforing only one character per s-to-:-age unit

(ii)  aveiding arithmetic operations ox tests on the stored
characters, ’ : S

A program written in FORTRAN in one FORTRAN implementation
(on one particular machine) will not necessarily produce the same
results on another FORTRAN implementation. The factors which

may cause the program to give different results include:

a) Different word lengths and internal number representation.

b) Use of compiler facilities which are extensions to the
standard FORTRAN, such as those described for 905
FORTRAN. Lo . '

c) Conscious or unconscious dependance on effects which are

specific to given compiler system,

"An example of c} would be use of a labelled COMMON block in a

subroutine; the block not declared in the main program. In 905
FORTRAN paper tape compiler environment, the data in the ‘
COMMON block will be preserved when the subroutine i's re-entered
after a return is made to the main program. In systems which
use overlays, the data will not necessarily be preserved. Thus a
working program may (unknown to the programmer) be using data
which is explicitly undefined within ihe language, and so would
therefore have a different effect on different machines, These
points are discussed in the National Computing Centre (N.C.C,)
'Standard ¥Fortran Programming Manual' in the N.C.C. Computer
Standards Series, :




APPENDIX 3: EFFICIENCY CONSIDERATIONS

t is impractical to give détailed rules on the writing of Veffi_cient programs,
since these would involve detailed knowledge of the compiler. However, the
foltowing notes may assist the programmer in economising on either the
store used, or the time taken when running his program.

Program Size

Use of the "packed integer arrays" option will reduce the space required
for holding such arrays; the only disadvantage arising is in the lack of strict
compatibility with ASA standards, and hence with various other compilers,

Each subprogram requires some 20 - 30 words for prologue and argument
addresses, and these ""red tape' operations alsc take extra time; it is
therefore inefficient to break a program up into a large number of small
segments. On the other hand, in an 8k store there is a definite limit to
the size of program unit which can be handled by the compiler. Some
compromise is therefore needed. - - ' i

Somewhat similar considerations apply to statement functions, which
carry an overhead of about 18 ~ 25 words. A statement function which
performs a trivial operation may take up more space than it saves.

Program Speed

In any program involving floatingw“point computation, the factor geverzﬁing
the running speed is likely to be time taken by the arithmetic package to
perform the computations, together withany type conversions involved.
The extent of the computation is normally related in a fairly obvious way
to the source program - repetition of sub~expressions, for example, will
tend to give rise to repeated calculation (though the compiler will eliminate
this in some instances). Any calculation within a DO loop will be repeated
as often as the loop, so that any process not related to the value of the
control variable should be performed before the DO statoment. The
question of the type conversion is less obvious, however. It is permissible
to introduce integer constants into a real expression, but they must then
be converted at object time whenever the expression is evaluated, which

is inefficient; if an integer sub-expression involves variables, onthe

other hand, any constants should be written in integer form, and one
conversion will then be made on the value of the expression.

A program which involves only integer working will not be dominated by
any one factor in the same way, and the overheads involved in subroutine
entry, for example, may start to become significant. In this context, it
should be noteq that integer division is performed by a subroutine involving
about 40 instructions obeyed in a normal manner, and it is therefore very
much slower than any arithmetic operation, '

The difference between the implementation of assigned GOTO and

computed GOTO resulis in the former being faster; it would normally
only be noticeable inan integer program. -There is good reason for using

the computed form as a normal practice, but a relia't_)le program may gain
a litile extra speed from conversion %o use the assigned form instead.
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